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Abstract

Smart contracts are self-executing programs that are deployed on blockchain platforms to
provide services and handle transactions. Smart contracts, which are usually implemented
with the Solidity programming languages, exhibit different code characteristics (e.g., code
complexity measures) compared to the software projects written in conventional programming
languages(e.g., Java, C++, and C#). In addition, there is a much higher level of code-to-clone
ratio for the Solidity contracts deployed on the Ethereum blockchain platform compared
to conventional software projects. These differences can impose a wider spread of security
risks, as there can be many more cloned code snippets with each reported vulnerability.
These clones may suffer from the same security problems as their cloned counterpart. Hence,
in this thesis, we have conducted an empirical study on the effectiveness of leveraging
code detection techniques to identify software vulnerabilities in the Solidity contract code.
To control the confounding factor of the configurations of the clone detection tools, we
have experimented with a set of configuration tuning approaches, while keeping everything
else constant. As a result, various configuration setups were suggested from these tuning
approaches, and clone detection experiments were conducted under these configuration
setups. The resulting reported clones from these experiments were then carefully analyzed
qualitatively and quantitatively to: (1) assess the performance of these tools, and (2) to
understand the rationales behind falsely reported clones and misreported clones. Our results
showed that the configurations of the clone detection tools matter a lot while being applied to
vulnerability detection. After carefully tuning these configurations, we showed that the tools
tuned under the context-specific tuning approaches can achieve significant improvement while
detecting vulnerable smart contracts (e.g., 44 times and 98.61% and improvement in F1-scores
for SourcererCC and NiCad, respectively) compared to the start-of-the-art configuration
tuning approach (a.k.a., general agreement score-based approach). As a by-product of this
research, we have also found 330 vulnerable smart contracts which were previously unreported.
The results reported in this thesis highlighted the need for further research into context-
specific clone detection and management. This thesis will be useful for software engineering
and security engineering researchers and practitioners in the domain of blockchain-based
applications.
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Chapter 1

Introduction

Blockchain technology presents a revolutionary approach to storing information in a dis-
tributed manner without alternation [91]. Ethereum is a large-scale, decentralized, public
blockchain platform that enables developers to deploy and execute smart contracts [31].
Smart contracts refer to autonomous contracts that are coded to facilitate transactions on
the blockchain platform [71]. Smart contracts have been used for various purposes like ICOs
(Initial Coin Offers), crowdfunding initiatives, or as a component of decentralized applications
(ÐApps). Solidity is generally the programming language used to develop smart contracts [31].

Code clones are snippets of duplicated code as a result of copy-and-paste activities from
developers [50]. There are pros and cons associated with code cloning. On one hand, clones
can be created intentionally as a natural way to code by using code templates [50, 53]
or to mitigate risks [29]. On the other hand, without careful clone management [105],
clones can be harmful as they can introduce bugs [63] or even security vulnerabilities [46].
Although there are many security vulnerability issues reported for Ethereum smart contracts
(e.g., [67, 43, 26, 40]) in the past, there are no studies focusing on examining the relationship
between code cloning and software vulnerability in the context of Solidity smart contracts.
This is mainly due to the following four challenges:

1. Code Characteristics: Existing empirical studies showed that compared to conven-
tional programming languages like Java, C++, and C#, Solidity smart contract code
exhibited different characteristics like code complexity [75] and code-to-clone ratios [60].
There were much more clones (about 79.2%) among the smart contracts deployed on the
Ethereum blockchain platform [60]) compared to conventional software projects. Hence,
when software vulnerabilities are spotted in the context of Solidity smart contracts,
it is vital to detect and mitigate the risks from their clones in order to minimize the
impact of such issues.

2. Tool Support: There are many clone detection approaches [88, 82, 79, 84, 48, 55, 66].
Unfortunately, many of these tools either did not support the Solidity programming
language (e.g., CCFinderX [79]), or did not support Solidity function-level clone
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detection (e.g., SourcererCC [84]), or failed on the latest version (e.g., 0.8 and above)
of the Solidity contract code (e.g., Deckard [48], NiCad [55], and Birthmark [66]).

3. Tool Configurations: As shown in the previous studies, the performance of the clone
detection results was significantly impacted by the configurations of clone detection
tools [98]. To make matters worse, such configurations may need to be tuned depending
on the actual use cases, such as detecting clones in the testing code [96]) or detecting IR
(Intermediate Representation) level clones [100]. Unfortunately, there is no work
dedicated to providing configuration tuning guidance specifically on vulnerability
detection.

4. Evaluation: There are many clone evaluation studies focusing on the effectiveness
of detecting clones in general [98, 81, 39, 90]. However, different clones are used and
treated differently depending on their usage context. For example, not all clones
can be refactored [17, 93]. Similarly, not all clones will lead to bugs [45] or software
vulnerabilities [59]. Unfortunately, there are no existing studies that thoroughly evaluate
the outputs from various clone detection experiments in the context of vulnerability
detection.

In this thesis, we have conducted a large-scale empirical study on detecting software
vulnerabilities using code clones in the context of Ethereum smart contacts. To cope with
the above challenges, we first extended the capabilities of two popular state-of-the-art clone
detection tools: (1) an AST-based clone detection tool, NiCad [80], and (2) a token-based
tool, SourcererCC [84], to support the cloning analysis on the Solidity contract code. Then we
experimented with a range of different tool configurations for both tools while detecting clones
on the Solidity contract code. To thoroughly evaluate various clone configuration setups, we
have carefully constructed a high-quality evaluation dataset for vulnerability detection in the
context of Ethereum smart contracts. This dataset consisted of 478 Solidity contract files
from real-world CVE (Common Vulnerabilities and Exposures) issues from 2018 to 2022. We
intentionally removed certain reported vulnerable issues that either missed the reproducibility
steps or cannot be successfully reproduced and verified by us. To ensure the correctness of
the detected clone functions in our results, we have verified over one thousand outputted
clones that are potentially vulnerable by manually executing and verifying the reproducibility
steps mentioned in these issue reports. This corresponds to over 300 hours of one person’s
work. As a result, we have verified 330 additional clones which exhibit the same problems
but are not reported as CVEs or GitHub issues. While cross-examining the clones among
different configurations, we have also conducted both quantitative studies and qualitative
studies to assess the tool performance and to explain the rationals/causes behind these
differences. Our findings highlight the pros and cons of various clone detection techniques and
provide practical guidance on configuration tuning in the context of vulnerability detection
on Ethereum smart contracts. The contributions of this thesis are:

1. This is a comprehensive study that thoroughly examined the relations between code
cloning and software vulnerabilities in the context of Ethereum smart contacts. Our
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results showed that the majority (91.30%) of the reported vulnerability issues have clones,
which could be effectively (up to 0.99/0.85/0.89 in precision/recall/F1-score) detected
by existing state-of-the-art clone detection techniques (e.g., NiCad and SourcererCC)
when we carefully tuned their tool configurations.

2. Although code clones are identical or very similar code snippets, different clones
are needed in different use cases (e.g., vulnerability detection, refactoring, and change
propagation) or different programming languages (e.g., Java, C++, or Solidity). Existing
approaches to evaluating clone detection techniques (e.g., [98, 100]), only tuned the
tool configurations based on the amount of overlap (a.k.a., General Agreement Score
(GAS)-based approach) of the resulting code clones outputted by different tool setups.
Our case studies showed that depending on the tools our proposed Context Specific
(CS)-based tuning approach was significantly better (e.g., 98.61% better for NiCad
and over 44 times better for SourcererCC in F1-score) than the GAS-based approach.
As clones are now being used in practice under various contexts (a.k.a., use cases,
and programming languages), the results in this thesis called for more research on
context-specific clone detection and evaluation research in the future.

3. To facilitate replication and further research in this area, we provided our replication
package [102] which contains our updated tools, the curated datasets, and reported
additional vulnerable functions. The updated version of NiCAD and SourcererCC can
perform clone detection on the latest version(0.8 and above) of the Solidity contract
code. In addition, we have also reported our discovered 330 additional vulnerable clones
to the open-source community.

1.1 Thesis Organization
Our thesis is organized as follows: Chapter 2, we introduce the background and the related
works of our study. Chapter 3 describes our preliminary studies and provides motivations
for our three Research Questions (RQs). Chapters 4, 5, and 6 presents the details of our
three research questions. Chapter 7 discusses several topics related to the results of our RQs
and presents some future work. Chapter 8 explains the threats related to this thesis and
Chapter 9 concludes this thesis.
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Chapter 2

Background and Related Work

In this chapter, we provided two areas of necessary background and prior works related to
this thesis: (1) smart contracts and their associated technology, and (2) code cloning.

2.1 Smart Contracts and their Associated Technology
We first presented terminologies related to smart contracts. Then we discussed various
empirical studies conducted in this area.

2.1.1 Terminology

Blockchain is a decentralized and distributed ledger that is immutable. It enables multiple
parties to maintain a shared, transparent, and secure record of transactions without relying
on a central authority [91]. Blockchain is recognized as a decentralized database that is
distributed across a network of computers and lacks a central authority. It is comprised of
interconnected blocks, with each block containing multiple transaction records. The blocks
are linked to their preceding block, thereby creating a chain-like structure, which is why it is
referred to as a ’blockchain’.

Cryptocurrencies are digital or virtual currencies that use cryptography for security and
run on decentralized networks such as blockchains. Cryptocurrencies are intended to be
secure, open, and impervious to fraud. Bitcoin [23] is a decentralized digital currency and a
groundbreaking concept in the realm of finance and technology. The cryptocurrency used in
the Ethereum network is called Ether (ETH). Ether serves as the native currency and fuel
for the Ethereum platform, which is a decentralized blockchain-based platform that enables
the execution of smart contracts and the development of decentralized applications (DApps).

Ethereum is a public blockchain platform that operates in a decentralized manner. It
was established in 2015 by Vitalik Buterin [31]. The platform is open-source in nature and
facilitates the development of decentralized applications (DApps) and the execution of smart
contracts by software developers. In contrast to Bitcoin [23], Ethereum was conceptualized
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as a platform with the capacity to construct DApps and perform smart contract operations
instead of serving as a digital currency.

Smart contract is a computer program that is designed for general-purpose use. The
Solidity programming language is commonly utilized for scripting smart contracts in the
Ethereum platform. Solidity is an object-oriented programming language that exhibits a
syntax that bears a likeness to that of Java. The organization of the source code for a Solidity
smart contract is structured around subcontracts, interfaces, and libraries. Smart contracts
are deployed on the Ethereum blockchain platform in bytecode format. By searching the
address of the smart contract on the Etherscan website [36], you can verify the source code
with their corresponding bytecode (a.k.a., verified smart contracts). Etherscan website also
provides traceable source code and transaction history for verified smart contracts.

2.1.2 Empirical Studies on Ethereum Smart Contracts

There are a few works, which study the phenomena of code cloning in the context of smart
contracts.

Kondo et al. [60] conducted a large-scale empirical study on the verified Ethereum smart
contracts to investigate the prevalence and impact of code cloning. They found 79.2% of the
smart contracts are clones of each other. When clustering clones together, 9 of the top 10
clone clusters are token managers and the cloned contracts within the same clusters usually
come from different authors. In addition, they also reported code similarities between the
studied smart contracts and the library functions offered by the OpenZeppelin project, which
provides utility functions for writing secure and efficient smart contracts.

Faizan et al. [55] replicated the same study of [60] with a focus on function-level cloning.
They confirmed that Kondo et al.’s findings also hold at the function level.

Pierro and Tonelli [55] studied the code cloning between existing verified Ethereum smart
contracts and the OpenZeppelin code. They found that certain code clones can be resolved
by reusing the functions provided inside the OpenZeppelin project.

Our thesis is different from the above works, as we focused on studying the relationship
between code clones and software vulnerabilities in the context of Ethereum smart contracts.
In addition, the above works regarding Solidity clone detection only used one clone detection
technique under one configuration setup or their own configuration setups without tuning.
We experimented with two clone detection techniques (NiCad and SourcerCC) over a range of
different tool configurations, as previous studies show that different clone detection techniques
can detect different types of clones [89] and tool configurations can significantly impact the
quality of the outputted clones [98]. Public blockchain platforms like Ethereum handles
millions of transactions every day. Hence, security is essential for such a platform. Several
studies were done to categorize the vulnerabilities reported in such platforms.

Yi et al. [101] conducted an empirical study on the security vulnerabilities by going
through the GitHub commits, issues, and pull requests from four types of popular blockchain
systems: Bitcoin, Ethereum, Monero, and Stellar. They have found that 70% vulnerabilities
are vulnerabilities similar to traditional software systems, whereas the remaining ones are
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more domain specific.
Soud et al. [87] conducted a similar study by analyzing the vulnerabilities from GitHub,

Stack Overflow, and popular vulnerability databases (i.e., National Vulnerability Database and
Smart Contract Weakness Registry). They leveraged a card-sorting approach to systematically
categorize these issues.

To mitigate such security risks, various techniques (e.g., fuzz testing, formal verification,
symbolic execution, static analysis, and clone detection [104, 16]) have been experimented
with to detect vulnerabilities in the Ethereum platform. Although the authors did not
experiment with any of the clone detection tools, they did note in the paper [104] that they
believe the vulnerability detection performance can be further improved if code clones were
used.

Our work complements [104, 16], as we have carefully evaluated the effectiveness of the
clone detection technique in the context of vulnerability detection by manually checking and
reproducing these issues.

In addition to code cloning and security vulnerabilities, researchers also studied other
artifacts of Ethereum smart contracts.

Oliva et al. [75] conducted the first exploratory study on the verified smart contracts de-
ployed in the Ethereum blockchain platform. They have studied the activity levels of different
smart contracts and their associated use cases. They also reported different characteristics
while comparing the code complexity measures of smart contract code with source code from
traditional software applications written in Java, C++, and C#.

Jiang et al. [49] investigated the calling relation among the Ethereum smart contracts
and characterized them based on different types of user indices and contract indices.

Liao et al. [65] conducted a large-scale empirical study on the assembly code inlined in the
Ethereum smart contracts. They have found that code inlining is quite prevalent in Ethereum
smart contracts. The rationales of code inlining can vary, such as producing gas-efficient
bytecode and easing smart contract development.

The execution of the smart contracts is carried out on miner’s machines. The amount of
computation resources is called gas usage. Miners are paid by the transaction fees, which are
the product of the amount of gas usage to verify such contracts and the specified gas prices
in those contracts. Zarir et al. [103] characterized the gas consumption of different Ethereum
smart contracts. They have found that most miners prioritize smart contract transactions
only based on the gas price and one-quarter of the functions which are frequently executed
(ge10) exhibit unstable gas usage patterns.

Vacca et al. [94] studied the relation between the readability of smart contract codes and
their associated gas consumption patterns. They have found smart contract code exhibit lower
readability than traditional software code. Some readability metrics significantly correlate
with their gas usage.

Sorbo et al. [34] identified a set of code smells and static code metrics which could
potentially lead to high gas consumption costs. Brandstätter et al. [22] proposed a set of rules
to optimize the gas consumption of smart contract uses based on various code optimization
strategies such as loop, space-for-time, etc.
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Pacheco et al. [76] conducted an empirical study on the transaction processing time in
the Ethereum platform. They have found that most of the transactions can be processed
within eight minutes and transactions with higher gas prices tend to be processed faster.
They have also developed a statistical model to estimate the transaction processing time,
which outperforms the state-of-the-art existing services.

The proxy pattern is a common design pattern to facilitate future code changes and
software updates. Ebrahimi et al. [35] studied the use of proxy patterns amongst the Ethereum
smart contracts and reported an increasing upward trend in the adoption of this pattern over
time.

Xi and Pattabiraman [99] reported wide use of low-level functions, which are discouraged
by the more recent releases of the Solidity language. To mitigate this problem, they also
developed a tool to automatically replace these functional calls with their secure alternatives.

2.1.3 Code Cloning

Code cloning is a prevalent software development methodology that involves copying and
pasting code fragments within a project or across multiple projects [50]Code clones can be
further categorized into the following three types [18, 81]:

1. Type-1: The code fragments are identical except for differences in white spaces, layout,
and comments.

2. Type-2: The code fragments are syntactically or structurally identical, with the excep-
tion of differences in identifiers, literals, types, layout, and comments.

3. Type-3: The code fragments are replicated with alterations such as modified, appended,
or deleted statements, along with differences in variables, values, spacing, formatting,
and annotations.

4. Type-4: The code fragments are implemented with differently but share the same
functionality.

Various techniques have been proposed to automatically detect clones, such as text-based,
token-based, metric-based, AST-based, and graph-based techniques [33, 62, 61, 70, 73, 83,
32, 51, 77]. In addition, researchers have extended these techniques so that clone detection
can not only operate on source code data, but also on other artifacts such as IR [86, 100, 24],
bytecode [66], and binaries [42]. Various studies have been carried out to empirically evaluate
the effectiveness of clone detection techniques [18, 81, 100]. All the above works focused on
evaluating clone detection on traditional software systems written in programming languages
like C/C++ in a general context, whereas our work evaluated the effectiveness of clone
detection on Solidity smart contracts in the context of vulnerability detection. In addition,
different from [98] and [100], which tuned the tool configurations mainly based on the amount
of agreement amongst different tools and evaluates them in a general context, our work
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evaluated the effectiveness of clone detection under a range of different tuning approaches
specifically in the context of vulnerability detection.

On one hand, code clones can be harmful to software quality as they can introduce bugs [63,
44, 72, 19]. On the other hand, clones can be created and maintained intentionally [57] as a
way to develop features (e.g., code templating [53, 27]) or to minimize risks [50, 29]. Some
clones can be created accidentally or unintentionally due to protocol specifications [52] or
language limitations [17]. Clones can be used for experimental purposes or better program
comprehension [56]. Clones have also been applied to detect software vulnerabilities (e.g.,
[59, 58]).

Our work is different from [66] as we focused on analyzing the source code instead
of the Ethereum bytecode. We have also discussed various limitations and future work
associated with leveraging bytecode level clone detection for detecting Ethereum smart
contract vulnerabilities in the Discussion chapter 7.

VOLCANO [85] is the first work, which leveraged clone detection to detect vulnerabilities
in the Ethereum smart contracts and studies their evolution. However, they only focused on
one configuration setup under one tool (NiCad) and they did not evaluate thoroughly the
performance of the resulting clones. Our thesis addresses both of these issues.
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Chapter 3

Preliminary Study

In this chapter, we conducted a preliminary study on the degree of cloning among the
reported vulnerable functions. Figure 3.1 showed the process of our preliminary study. We
first collected a set of vulnerable Ethereum smart contract functions from CVE reports
and GitHub sites. Then we conducted clone analysis among these functions using clone
detection tools and analyzed the outputs from these two tools. The analysis results from this
preliminary study motivated us to further examine the relations between code clones and
software vulnerabilities in depth in the subsequent chapters.

Figure 3.1: Our process for the preliminary study

3.1 Data Collection
Common Vulnerabilities and Exposures (CVE) [97] is a public website, which docu-
ments security vulnerabilities, exposures, and links to detailed reports. The goal of CVE is
to create a system for facilitating the dissemination and interchange of security vulnerability
information among security experts and entities. On January 18th, 2023, we searched the
CVE website [97] using the keywords like “Ethereum”, “function”, and “Solidity” and found
516 CVE reports as a result. Then we removed CVE reports that are not related to the
Solidity contract (e.g.,CVE-2022-35936 [7]), written in another programming language (e.g.,
Vyper code issues like CVE-2022-24788 [6]), or caused by misbehavior from the users (e.g.,
CVE-2018-14085 [3]). To ensure reproducibility, we performed another round of manual
filtering to filter out the cases which do not contain reproducibility steps or whose issues can
not be accurately reproduced by us even if the same process described in their CVE reports
is repeated. For example, CVE-2020-20178 [5] and CVE-2018-18425 [4] were removed as we
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either cannot find their reproducibility steps or cannot reproduce the problems by following
their steps. We also moved out vulnerable functions that do not have a CVE ID.

As a result, 38 cases were removed and 478 CVE cases remained. One CVE case
corresponds to one CVE report, which has a unique CVE ID. Take CVE-2018-12959 [2] for
an example. This CVE report has a unique ID: CVE-2018-12959. It corresponds to one
vulnerability, which is related to a unique contract address deployed in the Ethereum platform
for this smart contract.

In CVE report website [97], the issue reporter provided a URL (e.g., CVE-2018-12959 [2]),
pointing to another website (e.g., GitHub), which contains more details regarding this issue.
The linked GitHub report could contain multiple vulnerability issues, which may suffer from
the same type of vulnerability. These vulnerable functions can be clones of each other,
or simply the same code but are deployed in a different address. Similar to conventional
software projects, although some of these reported bugs in GitHub do not have CVE IDs,
they can also be vulnerabilities [78, 20]. But to ensure the quality of our dataset, we took
the conservative approach and only kept the vulnerable cases that have corresponding CVEs
signed to them. Among 478 CVE cases, 473 cases had vulnerabilities within just one function.
For the remaining five cases, the vulnerability problems were embedded in two functions. We
manually downloaded these smart contract codes and recorded the information about their
vulnerable functions.As a result, we named these 478 vulnerable cases as dataset CodeCV E.
CodeCV E contained the vulnerable smart contracts along with their associated metadata
including the website addresses for the linked detailed reports, the related contract names and
their addresses, the contract deployment transaction hashes, and their contract block numbers
in the Ethereum platform. By skimming through CodeCV E, we found many function-level
clones inside. This observation motivates us to further examine the degree of code cloning
from these reported vulnerable Ethereum smart contracts.

3.2 Clone Detection Tools
There are many existing works that leverage token-based [14, 64, 74] and AST-based [74, 46, 54]
clone detection tools techniques to discover software vulnerabilities. Hence, in this thesis, we
chose two state-of-the-art clone detection tools from these two approaches: NiCad [80] and
SourcererCC [84] as our clone tools.

Although an extended version of NiCad was created to detect clones in the Ethereum
smart contract before [55], this version of the tool was used to parse older versions of the
Solidity code (version 0.4 to version 0.7) and failed on the latest version (a.k.a., version 0.8
and above). Hence, we updated the TXL [30, 28] Solidity grammar files for NiCad in order
to parse Solidity grammar version 0.8 and above of the Solidity source code. The existing
version SourcererCC only supports file-level Solidity clone detection since it does not provide
scripts to extract the functional entities in Solidity contract files. Hence, we updated the
SourcererCC tokenizer by leveraging Exuberant Ctags [47], which can report the exact line
numbers for each function inside the Solidity contract to tokenize functions into tokens. The
tokenized output is generated with two factors: a config file containing definitions for Solidity
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separators and comments, and a SourcererCC tokenizing algorithm. With these factors, the
tokenized functions can be processed by the subsequent similarity-matching steps inside
SourcererCC. The patches for NiCad updates are now accepted by the tool repository, and
SourcererCC patches are available for testing [69, 68] to facilitate replication and further
research.

We performed clone detection tools using NiCad and SourcererCC on the above dataset
under their default tool configurations. Both tools outputted a set of clone pairs. Then we
used the Solidity AST parser [1] and Gumtree [38] to further classify the clone types (Type-1,
2, and 3) for these clone pairs.

3.3 Data Analysis

Figure 3.2: Venn diagram for clone pairs reported by NiCad and SourcererCC

Result Comparison We combined the results from NiCad and SourcererCC and removed
the duplicates from them. This resulted in a total of 75612 clone pairs. Figure 3.2 showed
the resulting Venn Diagram. (22.37%(16916) of the clone pairs were reported by both tools.
SourcererCC reported (57.19% unique clone pairs, which took the largest part in the combined
result. NiCad reported much fewer (20.44%) unique clone pairs than SourcererCC. Since
results from NiCad and SourcererCC were different, we grouped the clone pairs from these
two tools using Union (CloneuCV E) and Intersection (CloneiCV E) to represent the pessimistic
and optimistic cloning scenarios. Table 3.1 showed the types of clones. The distribution of the
clone types was quite different when considering the union or the intersection of the cloned
results.In CloneiCV E, the majority (57.41%) were Type-1 clones, whereas in CloneuCV E, the
majority (56.15%) were Type-2 clones.

Clusters of Clones In order to understand the spread of cloning, we clustered both the
Union and the Intersection of the clone pairs. The results were visualized in Figure 3.3. In
the Union result, the largest cluster had 361 vulnerable cloned functions. This accounted

11



Dataset Xc Union Intersection
clone pair Count 75612 16916

Type-1 36.96% 57.41%
Type-2 56.15% 38.95%
Type-3 6.89% 3.65%

Table 3.1: Breakdown of clones types among the reported vulnerable functions

for 74.74% of the total vulnerable functions. The second largest cluster size had 33 cloned
functions, which accounted for 6.83% of the total vulnerable functions. In the Intersection
result, the cluster size was smaller with the largest cluster containing 254 vulnerable functions
(52.59% of the total reported vulnerable functions) and the second largest cluster size
containing 52 vulnerable functions (10.77% of the total reported vulnerable functions).

Manual Sampling We manually examined a few clones to understand why NiCad
reported much fewer clones than SourcererCC. The issue was similar to [95], in which the
clone configuration needed to be tuned in order to perform better in different usage contexts
(e.g., detecting clones in the testing code). If we lower the threshold of similarity from 80%
to 60% in NiCad, many of the unique cloned from SourcererCC shown in Figure 3.4 can be
detected by NiCad.

3.4 Discussion and Case Study Setup
In summary, 91.30% of reported vulnerable functions were clones of each other. The cloning
outputted from SourcererCC and NiCad had different clone pairs in their results. The
configurations of these tools played a big difference in the resulting clones. Hence, these
findings motivated us to do further investigations on the relationship between code clones
and software vulnerabilities in the subsequent chapters 4 5 6. In particular, we wanted to
answer the following research questions:

• RQ1 (Tool Comparison): What is the performance of these clone detection
tools while analyzing Solidity contracts? As shown in the previous study [98], tool
configuration is one of the confounding factors when comparing the results of different
clone detection tools. Hence, in this RQ, we follow the same process as in [98] for
tuning the configurations of the two studied clone detection tools in the context of the
Ethereum Solidity contract code.

• RQ2 (Effectiveness Assessment): Can we use the above tool configurations
to evaluate the effectiveness of these clone detection tools for detecting CVE
bugs for Solidity contracts? Not all the reported clones would lead to software
vulnerabilities. Hence, in RQ2 we wanted to use the tuned tool configurations from
RQ1 and apply them for software vulnerability detection (a.k.a., flagging vulnerable
contracts from reported CVE issues).
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• RQ3 (Context-specific Optimization): How effective are these clone de-
tection tools for detecting Ethereum CVE vulnerabilities if we tune their
configurations specifically for this use case? In RQ2, we only tuned the tool
configurations based on the degree of agreement between the tool outputs. In this
RQ, we wanted to check whether the effectiveness of vulnerability detection would be
further improved if we tune the tool configurations not only for the agreement but also
specifically for this use case.

Each of these RQ was further divided into four parts: data collection, experimentation,
data analysis, and result discussion and implications.
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(a) Cluster size in Union dataset

(b) Cluster size in Intersection dataset

Figure 3.3: Histograms for the cluster size in Union and Intersection datasets
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Figure 3.4: An Example of the Missing Clones from NiCad under the Default Configuration
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Chapter 4

RQ1 (Tool Comparison)

The goal of this RQ was to compare the number of code clones from different clone detection
tools in the context of Ethereum smart contracts. As noted in [98], the performance of clone
detection tools varied significantly depending on their tool configurations. Therefore, we
needed to control this confounding factor while conducting our comparison. Hence, in this
RQ, we first described our process on how to collect the verified contracts from Ethereum.
Then we tuned the configuration of NiCad and SourcererCC by following closely the approach
presented in [98]. Subsequently, the tuned configurations for both tools were used to perform
clone detection on the downloaded Solidity source code and the reported vulnerable functions.
Finally, we conducted quantitative and qualitative analyses on the cloning outputs from these
two tools.

4.1 Data Collection
Since we have already collected the vulnerable Solidity contracts in the preliminary study
chapter (Chapter 3), we just needed to download all the necessary source codes for the verified
Ethereum smart contracts in this RQ.

Etherscan [36] is a blockchain explorer website designed specifically for the Ethereum
network. It provides a set of APIs [13] that allow developers and researchers to interact
with the Ethereum blockchain programmatically. However, Etherscan does not directly
provide a list of all verified Solidity smart contracts on Ethereum. Hence, we needed to
leverage Dedaub [12] first to retrieve a list of verified Solidity smart contract addresses from
Ethereum. Dedaub is a web-based platform that provides a range of tools for analyzing
and auditing smart contracts on the Ethereum network. It can search for newly deployed
contracts on Ethereum and has the ability to search for verified Solidity smart contracts,
including information on contract source code, byte code, disassembled code, contract ABI,
etc. We developed a crawler for crawling verified Solidity smart contract addresses from the
Dedaub Library website using its search engine starting from block number 16020730 and
ending at the genesis block, which is the first block (a.k.a., block number one). On November
22nd, 2022, we successfully crawled 1057015 verified Solidity smart contract addresses with

16



different deployment transaction hashes from the Dedaub Library [12] which was available
and traceable on the Etherscan website on that date. Then we developed another crawler
using Etherscan APIs. This crawler searched for the content of these addresses and crawled
the source code content from the Etherscan website. After that, we used MD5 calculation to
remove contracts including identical source code and save only one copy for each duplicate
contract set from this huge dataset. After removing duplicates, we ended up with a dataset
of 35012 verified Solidity contracts. To ease the explanation, these 35012 contracts and
478 vulnerable cases together were called the Solidity contract dataset: SCvulnerable in the
remaining part of the thesis.

4.2 Experimentation
The goal of this RQ was to compare the performance before and after tuning the tool
configurations. Hence, we needed to obtain the clone detection results under the default
setup as well as the outputs after the configuration tuning. For the tuning experiment, we
followed the same process as in [98], which uses the Genetic Algorithm (GA) to locate the
optimal setups. We first constructed a GA tuning dataset. Then we ran the GA algorithms
on this dataset while varying the configurations of both tools. This process kept iterating
until we obtained the optimal configurations which maximized the degree of overlap between
the outputted clones of these two tools. For brevity, we called this approach a GAS-based
approach in the remaining part of the thesis. .

GA Tuning Dataset We used the default configuration of NiCad and SourcererCC to
check whether any of the 35012 verified contracts were clones with the vulnerable functions
from CodeCV E. Among them, we randomly selected and manually verified a set of clone pairs
to check if they are clones with the reported vulnerable functions. We repeated this process
until we successfully verified 30 smart contracts, which were clones with existing vulnerable
Solidity contracts from CodeCV E. Then we randomly selected another 470 Ethereum smart
contracts from the overall 35012 smart contracts. We made sure that these 470 contracts
were not the same as the previously selected 30 vulnerable contracts. In total, we selected
500 smart contracts as our GA tuning dataset. We intentionally produced such mixes as
we wanted to ensure the resulting tool configurations can detect at least some clones from
vulnerable functions so that we could use the same dataset for all the RQs.

We tuned the configurations of both tools by following the GAS-based approach described
in [98]. NiCad has four tunable configuration parameters, namely: minsize (linenumber),
maxsize (linenumber), similarity threshold, rename. The minsize (linenumber) here refers
to the minimum number of lines in a structure in a pretty-printed line format using TXL
grammar. The maxsize (linenumber) refers to the maximum number of lines with the same
condition. The similarity threshold is the maximum different threshold the clone tools are set
to be interested in. SourcererCC has three tunable configuration parameters: min_tokens,
max_tokens, similarity threshold as indicated in Table 4.1. The min_tokens refers to the
minimum number of the token after parsing a code fragment to the token list that can be
detected by SourcererCC. The max_tokens refers to the maximum number of the token with
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the same description as the minimum token. The similarity threshold refers to the similarity
threshold set to filter clone pairs with a range of differences. The minimum length of the code
fragment in SourcererCC is measured using a token number. Previous research showed that
there is no simple correspondence between line numbers and token numbers in C and Java [98],
in this thesis, we confirmed that there is also no simple correspondence between Solidity
function line numbers and token numbers. We set the same range for the aforementioned
tunable configuration parameters as in [98]. Then we encoded these tool configurations as
the chromosome of our GA algorithm. Same as [98], we also set the individual count to be
100 for selecting the individual with the best agreement score, and the termination condition
to be 100 generations with 100 populations inside one generation.

Same as [98], our fitness function f was defined to maximize the agreement score. The
AgreedFunc referred to the number of functions in an intersection reported by different clone
detection tools. ReportedFunc refers to the number of functions in a union reported by all
clone tools on the same dataset. The Genetic Algorithm was guided by our fitness function
in order to search the best set of parameters in a range of space Ω we defined. So given a
configuration, our fitness function should return an agreement score indicating the degree of
agreement made between different clone detection tools for an individual I. The formula for
the fitness function is shown below:

fI(TS(X), SC) =
AgreedFunc

ReportedFunc
(XI ∈ Ω) (4.1)

where XI refers to the chromosome of an individual from the space Ω.
For setting up the initial population, we intentionally included the default configuration,

the optimal configuration reported by [98] in the initial populations. For the remaining
instances in our initial population, we used a random generation script to select configura-
tions from Ω in order to form a wide-range population for doing mutation and crossover
operations. In this way, we made sure that the default configuration and the previous optimal
configurations from [98] were evaluated during this search and optimization process. For each
instance in our population, we used a decoding script to parse the vector value into a set of
configurations. If clone detection tools failed unexpectedly, we reset the tool to rerun the clone
detection for that specific configuration. If any clone detection tool faced a non-terminate
condition, we set a time limit of 10 minutes to do a rerun. We ran 100 generations for the
GA algorithm to find the highest agreement score. Figure 4.1 showed the evolution of the
agreement score after 100 generations. It seemed that the maximum agreement score and the
average agreement score stabilized after 15 generations. This showed that we found the best
set of configuration parameters in the end. We called the optimal configuration setup from
this GA tuning process as the GAS-based configuration setup. Then we ran clone detection
experiments on the GA tuning dataset under two different configuration setups: the default
configuration setup and the GAS-based configuration setup. In Figure 4.1, we demonstrated
the minimum, maximum, and average Agreement score for each generation.
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4.2.1 Genetic Algorithm Results

Figure 4.1: Agreement score in each generation for GA algorithm under GAS-based setup.

Tools Parameter Name Range Configuration Settings
Default General Agreement Score

NiCad

minsize (linenumber) 5-7 6 6
maxsize (linenumber) 100-1000 1000 908
similarity threshold 0.0-0.3 0.3 0

rename 0-1 0 0

SourcererCC
min_tokens 10-300 16 28
max_tokens 1000-3000 50000000 1021

similarity threshold 7-10 8 10

Table 4.1: Optimal configuration outputted by the Genetic Algorithm under the GAS-based
approach

4.3 Data Analysis
In this chapter, we conducted both quantitative and qualitative analysis for the clone detection
experiments under the GAS-based and the default configuration setup from both tools.
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4.3.1 Quantitative Analysis

(a) Clone Results using Default Configu-
ration

(b) Clone Results using GAS-based Con-
figuration

Figure 4.2: Venn Diagram for the Clone Pair Analysis for NiCad and SourcererCC.

We plotted two Venn diagrams for the union and intersection of clone pairs reported
by both tools. As shown in Figure 4.2, we demonstrated (a) clone pairs reported by both
tools using the default configuration and (b) clone pairs reported by both tools using the
GAS-based configuration. As we can see, the degree of overlap and the amount of NiCad-only
clones grew quite a bit after we tuned the configurations. However, there were still many
clones reported only by SourcererCC and generally SourcererCC reported much more clones
than NiCad.

4.3.2 Qualitative Analysis

We followed the grounded theory-based approach [25] to understand the rationale behind the
different outputs from both tools under the default configuration setup. We first sampled the
different code clones produced by either tool and manually analyzed them to understand the
rationales. Then we developed scripts to automatically categorize such types and sampled
another group of clones. We repeated this process until we successfully located all the reasons
behind these differences. Then we repeated the same process for the clones produced under
the GAS-based configuration setup. In the end, we successfully categorized the rationales
behind all 567926 unique clone pairs for default configuration and 28333 unique clone pairs
for GAS-based configuration reported in this RQ into the following six reasons:
[R1] Issues with TXL grammars on handling abstract functions. This type of clone
was only reported by SourcererCC. The TXL grammar rules were inherited from Faizan et
al. [55]. The raw Solidity code was parsed by these grammar rules. The results were saved into
an intermediate XML file, which was used in the subsequent steps inside NiCad. However, the
current TXL grammar rules removed abstract functions (a.k.a., functions without function
bodies) from the potential clone list. Hence, they will not be processed in the subsequent
steps and will not appear in the final clone detection results for NiCad. But the Ctags tool,
which is used in the pre-processing step in SourcererCC, considers these abstract functions as
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Figure 4.3: Examples of unique clone pairs outputted from NiCad and SourcererCC.
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functions and passes the processed results to the Solidity tokenizer. The first row (R1) from
Figure 4.3 showed one such example.

[R2] Ctags issues on generating the correct begin/end line numbers for Solidity
functions. This type of clone was only reported by NiCad, as we found that not all functions
can be successfully generated by the Ctags grammar for SourcererCC. Ctags grammar, whose
definition is obtained from [8], can identify most of the Solidity functions but fails to generate
the correct begin/end line numbers for some Solidity functions. The second row (R2) from
Figure 4.3 showed one such example.

[R3] A small function with enough similar lines of code but not enough similar
token numbers. This type of clone was only reported by NiCad. After pretty printing
in NiCad preprocessing using TXL grammar, both of the functions in this clone pair has
enough line numbers to do the comparison, and the similar line number reached the threshold
of NiCad similarity. However, after SourcererCC’s tokenization step, this clone pair does
not reach the minimum token number threshold and hence won’t appear in the subsequent
similarity-matching process. In our experiment, we set the minimum token number to 28
tokens based on the GAS-based configuration. The default configuration for the minimum
token number in SourcererCC is 16. This means that Solidity functions that with token
numbers small than 16 (e.g., the example shown in the third row (R3) from Figure 4.3) were
removed from the SourcererCC potential clone list.

[R4] A small function with enough similar token numbers but not enough similar
lines of code. This type of clone was only reported by SourcererCC. After tokenizing this
clone pair, both of the code snippets had enough token numbers to pass the minimum token
number threshold of SourcererCC, and their similar token numbers reached the similarity
threshold of SourcererCC. However, after NiCad pretty printing, this type of clone pair does
not reach the minimum line number threshold of NiCad. The fourth row (R4) from Figure
4.3 showed one such example. In our experiment, we have the minimum line numbers to be 6
lines for both default and GAS-based configurations. This means that Solidity functions that
with line numbers small than 6 (e.g., the example shown in the fourth row (R4) from Figure
4.3) were removed from the NiCad potential clone list.

[R5] Threshold reach in the naive line-by-line text comparison similarity cal-
culation from NiCad but not in the overlap token similarity calculation from
SourcererCC. This type of clone was only reported by NiCad. The fifth row (R5) from
Figure 4.3 showed one such example. In this particular case, after pretty printing based
on the TXL grammar, this pair of functions reached the similarity threshold of NiCad
based on its similarity comparison algorithms (a.k.a., naive line-by-line text comparison).
However, if they are calculated using the similarity comparison algorithm from SourcererCC
(a.k.a., the overlap token similarity calculation), this pair of functions does not reach the
similarity threshold for SourcererCC. Under the default configuration setup in this case,
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the similarity threshold of SourcererCC was set to 80%. The similarity values of this sam-
ple code snippet were lower than the threshold and hence were not outputted by SourcererCC.

[R6] Threshold reach in the overlap token similarity calculation from SourcererCC
but not in the naive line-by-line text comparison token similarity calculation
from NiCad. This type of clone was only reported by SourcererCC. The sixth row (R6)
from Figure 4.3 showed one such example. In this particular case, after the tokenizer step,
this pair of functions reached the similarity threshold of SourcererCC using the overlap token
similarity algorithm. However, if calculating based on the naive line-by-line text comparison
similarity algorithm from NiCad, this pair of functions does not reach the similarity threshold
for NiCad. Under the default configuration setup in this case, the similarity threshold for
NiCad was set to 70%. The similarity values of this sample code snippet were lower than the
threshold and hence will not be outputted by NiCad.

(a) Default configuration setup (b) GAS-based configuration setup

Figure 4.4: Pie chart showing reasons behind the unique clone pairs under default and
GAS-based setup.

Figure 4.4 showed two pie charts with the breakdown of the rationales and their associated
percentages of unique clone pairs under default and GAS-based setups in RQ1. The unique
clones were attributed to six rationales under the default configuration setup. But under the
GAS-based setup, the unique clones could be explained by the same rationales, except R5.
In general, the number of unique clones was reduced under the GAS-based setup. This was
due to the significant drop in clone pairs due to R4. As is shown in Figure 4.4a, under the
default setup, the majority (92.57%) of the clone pairs were missed due to R4. The default
threshold for the minimum token number of SourcererCC was 16. In order to maximize the
overlap reported cloned functions, the GAS-based setup raised the minimum token number
to 28 and set both of the similarity thresholds of clone detection tools to be 100%. As a
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result, under the GAS-based setup, both tools only reported Type-1 clones. This causes the
clone pairs in R4 to drop sharply (96.75% ).
Findings: The performance of these clone detection tools while analyzing Solidity contracts
was quite different and can be quite different depending on their tool configurations. However,
even after configuration tuning with the goal of maximizing the agreement between both
tools, there were still 33.78% of the reported clone pairs, which could only be detected by
just one of the tools. There are six main reasons behind such big differences in the cloning
outputs.
Implications: Different tools detect different sets of clones and not all of the detected clones
will lead to vulnerabilities. A thorough evaluation of these reported clones is needed in the
context of vulnerability detection.
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Chapter 5

RQ2 (Effectiveness Assessment)

In RQ1, we compared the performance of NiCAD and SourcererCC while optimizing for their
general clone agreement score. However, not all of the detected clones led to vulnerabilities.
Hence, in this RQ, we set to investigate the effectiveness of these two tools for detecting
vulnerable Solidity contracts.

5.1 Data Collection
In the Data collection section, we used the configuration from RQ1 to produce our clone
detection in RQ2. RQ1 was running on a small dataset with only 500 smart contracts. In
RQ2, we mainly focused on detecting vulnerable clone pairs from SCvulnerable. In other words,
we want to detect clones between the downloaded 35012 smart contracts from RQ1 and
CodeCV E (a.k.a, 478 vulnerable case files) from the preliminary study (Chapter 3). Hence,
no additional actions for data collection were needed in this RQ.

5.2 Experimentation
We ran clone detection using both tools with GAS-based configuration to detect clone pairs
between the Ethereum smart contract code and the vulnerable cases. Clone detection tools
may crash due to memory constraints when the dataset becomes large. Hence, we split 35012
smart contracts into 14 groups, each group containing 2500 contracts and 478 vulnerable case
files. The last group contained 2512 contracts and 478 vulnerable case files.

5.3 Data Analysis
We have conducted quantitative analysis and qualitative analysis on the reported clones.
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5.3.1 Quantitative Analysis

To evaluate the effectiveness of detecting software vulnerabilities, we calculated the precision,
recall, and F1-scores on the resulting clones. Our quantitative analysis process was explained
below. The results were shown in Table 5.1.

Precision: Some of the clone pairs might point to the same vulnerable functions. For
example, the vulnerable functions reported CVE issues 1 and 2 are both clones of functionA.
But since these two vulnerable functions are clones of each other and are reported in the
same GitHub issue, both clone pairs essentially point to the same vulnerable issue. Hence,
we only kept one such clone pair and removed all the others for the precision analysis. Then
to cope with the large cloning output, we performed the statistical sampling approach to
verify our results. We used the Sample Size Calculator [92] to determine the number of clone
pairs that we needed to randomly extract from the whole vulnerable clone pair report. We
randomly selected 382 and 265 cloned pairs from NiCad and SourcererCC, which correspond
to 95% confidence level and ±5 confidence interval.

For these samples, we manually went through every pair of the clones by deploying them
on Remix [15] and tested them according to the specified steps reported in the vulnerable
issues. Remix [15] is a website with an integrated development environment (IDE) specifically
designed for writing, testing, and debugging Solidity smart contracts. We faithfully followed
their steps from deploying contracts to testing and observing the results. If the same
results were produced, this meant that the reported clones would suffer from the same
vulnerability. In Figure 5.1, we demonstrated the case study samples for different types
of clones. The left side is showing the reported vulnerable functions and the right side is
showing the detected functions, which are clones of the left-side functions. For example, case
1 and case 2 are showing reported Type-1 and Type-2 clones with CVE-2018-13218 [10] and
CVE-2018-13736 [11], respectively. Both reported cloned functions were verified to exhibit
the same vulnerable behavior as the reported vulnerable issues. However, note that for case
3, which is a Type-3 clone with CVE-2018-10299 [9]. But after following the reported steps,
the reported clone function turned out not to be a vulnerability. As shown in Table 5.1, the
resulting precision for both tools under the GAS-based approach was quite good, with 0.9974
and 0.9895 for NiCad and SourcererCC, respectively.

Recall: Among all the 35012 Ethereum smart contracts, there were 435 contracts that
were reported vulnerable contracts in the vulnerable issues. Although each of these vulnerable
functions corresponds to one vulnerable report, some of these vulnerable issues were reported
together. For example, GitHub issue [21] lists 354 vulnerable functions, which correspond to
354 different vulnerable issues. These functions were very similar or almost identical to each
other. As developers already analyzed and tagged them as clones in this case, we grouped
these GitHub issues into pairs of clones and used these pairs as our oracle for recall evaluation.
We checked to see if these clone pairs were also reported as part of our clone detection results.
As shown in Table 5.1, the resulting recall values for NiCad and SourcererCC were 0.2458 and
0.0002, respectively. We explained the rationale behind the low recall values in the qualitative
analysis below.

F1-score: Based on the result we had from the precision and recall, we calculated the
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Figure 5.1: Clone pair samples drawn from the vulnerable clone pairs.
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F1-score for both tools as shown in Table 5.1. The F1-score of SourcererCC is only 0.002 due
to its low recall value.

Clone Detection Tools Precision Recall F1-score
NiCad 0.9974 0.2458 0.3944
SourcererCC 0.9895 0.0001 0.0002

Table 5.1: Evaluation results for the GAS-based configuration setup based on the GA range
defined in [98].

5.3.2 Qualitative Analysis

The qualitative analysis was mainly focused on analyzing the false positive cases during our
precision analysis and reporting the rationales behind misreported issues during our recall
analysis.

Clone type analysis: We classified the clone types in our manually analyzed 380 and
287 clone pair samples reported from NiCad and SourcererCC. We grouped these samples
based on whether they were successfully identified as vulnerabilities or not. The results were
shown in Figure 5.2. Positive means that the clone detection tool identifies as a vulnerable
clone pair which is also verified to be correct (a.k.a., a real vulnerability). Negative means
that although the tool identifies as a vulnerable clone pair, it was verified not to be an issue
(a.k.a., false positive). As we can see from the table, we only had Type-1 clones from the
GAS-based setup. This was due to the similarity threshold from both tools being set to 100%
in order to maximize the overlap function percentage. As shown in Figure 5.2, if there is a
Type-1 vulnerable clone pair identified, the chances to be a real vulnerability are quite high.
99.74% of all the detected Type-1 clones for NiCad and 98.95% for SourcererCC turned out
to be true vulnerabilities. Because all of the clones were Type-1 clones, the precision for
Type-1 clones equals the precision of the vulnerability detection of this tool.

Misreported vulnerabilities: We manually went through the recall clonepairs to
categorize the reasons why some of the vulnerable clones were not reported by either of the
tools. In general, this part shared four of six reasons from RQ1. In our approach, we found
that misreported recall pairs were due to 4 reasons (e.g., R3, R4, R5, and R6). To ensure
consistency, we kept the same numbering (e.g., R3 and R4) while referring to these reasons.
The results were visualized in a pie chart as shown in Figure 5.4. For SourcererCC, a total of
94050 clone pairs (57.01%) were missed. 94008 clone pairs (56.98%) were missed due to R3,
which was the main reason behind most of the misreported vulnerable clone pairs between
the two tools. 42 clone pairs (0.03%) were missed due to R5. For NiCad, there were 70930
(42.99%) clone pairs missed by NiCad. The reason for this was due to R4 and R6, which
takes up 6036 pairs (3.66%) and 64894 pairs (39.33%) of all the misreported clone pairs.

To further investigate the low recall for SourcererCC, we calculated the source code
characteristics for the vulnerable functions from the 478 vulnerable cases used in our study.
It turns out that for these vulnerable functions, the minimum/median/maximum line number
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Figure 5.2: Stack Bar Chart Analysis

Figure 5.3: Clone type analysis under the GAS-based configuration setup

is 3/6/77. When considering the token numbers for these vulnerable functions, the mini-
mum/median/maximum value is 6/21/246, respectively. The range of line number and the
token number for these vulnerable Solidity functions was much lower than the range of the
tunable configuration parameters set in the GA algorithms from the GAS-based approach
shown in Table 4.1. The range that we chose for the GA tuning experiment was the same
as [98], which was derived from conventional programming languages like Java and C. Note
that the median of the minimum token number parameter value from the vulnerable functions
is 21, which is much smaller than the value of this parameter (28) using the GAS-based
tuning approach from RQ1. This was the main reason why most of the missing clone pairs
were due to R3 from SourcererCC.
Findings: The effectiveness of these clone detection tools while detecting vulnerable Solidity
contracts was quite different when we tuned the tool configurations based on the GAS-based
approach. Under this approach, the effectiveness of SourcererCC was much worse than NiCad
due to its super-low recall value. The main reason behind the sub-optimal performance from
SourcererCC is due to its tool configuration issues.
Implications: Current GAS-based approach tunes the tool configurations simply based on
the degree of agreement amongst different tools. The results from this RQ demonstrate that
such an approach is too general, as they do not consider the appropriate usage context for
vulnerabilities. In addition, the sub-optimal effectiveness is also due to the range of the
configuration parameters set before the GA tuning process, as the code characteristics of
the vulnerable Solidity functions are different from the conventional programming languages
studied before. Hence, in the next RQ, we set to investigate the effectiveness of tuning the tool
configurations while taking account into their specific usage contexts and code characteristics.
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Figure 5.4: Pie chart showing reasons behind the misreported vulnerable clone pairs under
the GAS-based setup.
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Chapter 6

RQ3 (Context-specific Optimization)

The RQ2 results showed that, while detecting vulnerable Solidity contracts, the effectiveness
of NiCAD and SourcererCC was not optimal if we only tuned their configurations based
on the degree of agreement amongst their clone output based on the code characteristics of
conventional programming languages. Hence, in this RQ, we designed new fitness functions
for our GA approach while taking account into their context (a.k.a., usage context and code
characteristics).

6.1 Data Collection
To ease comparison and ensure consistency of our results, we used the same GA tuning
dataset and the same set of smart contracts (35012 smart contracts and 478 vulnerable case
files, a.k.a, SCvulnerable) from RQ2 in this RQ. No additional data collection actions were
needed here.

6.2 Experimentation
In RQ2, we have demonstrated that some vulnerable cases could be lower than the threshold
we used from Wang et al. [98]. This feature is derived from conventional programming
languages like Java and C. So in RQ3, we lowered the minimum token number threshold and
the minimum line number threshold to 6 and 3, which are the lowest threshold for reported
vulnerable functions. This new configuration range was named ΩL under the RQ3 GA setup.
In this RQ, we reproduced our experiment on a GAS-based approach with the lower threshold
ΩL we defined. And we also designed the following three fitness functions which produce the
context-specific GA tuning approach and take account into not only detecting more clones
but also software vulnerabilities:

• The Union objective function (Ou): In this objective function, we wanted to maximize
the agreement score while detecting more vulnerable functions. We created a union
(a.k.a., combining and removing the duplicates) of the detected vulnerable smart contract
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clones from both tools. The size of this union dataset is called UnionSC. There are 30
contracts that have clones with vulnerable cases based on the data collection in RQ1 4.
Hence, UnionSC

30
outputted a value between 0 and 1. Since the agreement score also

outputted a value between 0 and 1, so this new objective function will always output a
value between 0 and 1.

Ou =
agreementscore ∗ UnionSC

30
(6.1)

• The Intersection objective function (Oi): To boost confidence and ensure result accuracy,
developers or researchers generally preferred to cross-validate their results by comparing
against more than one tool. Hence, in this objective function, we wanted to maximize
the agreement score while detecting more common vulnerable functions between these
two tools. We created an intersection (a.k.a., combining and only keeping the common
ones) of the detected vulnerable smart contract clones from both tools. The size of
this intersection dataset was called IntersectionSC. Since there were 30 vulnerable
contracts in the GA tuning dataset. Hence, IntersectionSC

# of known vulnerable functions
outputted a

value between 0 and 1 and subsequently (Oi) always outputs a value between 0 and 1.

Oi =
agreementscore ∗ IntersectionSC

30
(6.2)

• The Separate-tuning objective function (Os): In this objective function, we wanted to
tune each tool separately without focusing on the agreement score. The goal here was
to see the maximum person each tool can achieve while conducting vulnerable clone
detection. The number of vulnerable functions reported from each tool was denoted as
vulnerablecount.

Os = vulnerability count (6.3)

In addition to the new objective functions, we have modified the search range of different
configuration parameters compared to RQ2. As we have shown in RQ2, compared to
traditional programming languages, the functions for some of these vulnerable Solidity
contracts exhibited different characteristics (e.g., smaller lines of code or number of tokens).
We ran these experiments and Table 6.1 shows the resulting tuned configuration parameter
values under different approaches (a.k.a., GAS-based configurations and the aforementioned
context-specific configurations). The resulting configuration values were different after tuning
using different approaches. In the next section, we described our quantitative and qualitative
analysis of the aforementioned four new configurations.
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Tools Parameter Name Range Configuration Settings
GAS Ou Oi Os

NiCad

minsize (linenumber) 3-7 3 3 3 4
maxsize (linenumber) 100-1000 776 159 192 455
similarity threshold 0.0-0.3 0 0.3 0.3 0.3

rename 0-1 0 1 0 1

SourcererCC
min_tokens 6-100 8 11 8 11
max_tokens 1000-3000 2668 1953 1665 2427

similarity threshold 7-10 0 7 9 7

Table 6.1: The resulting optimal configurations after different GA tuning . GAS, Ou, Oi, Os re-
fer to the GA process while using the General-agreement-score/Union/Intersection/Separately
tuned as the objective function, respectively.

6.3 Result Analysis
We conducted the same type of qualitative and quantitative analysis as in RQ2. The results
were reported below.

6.3.1 Quantitative Analysis

We followed the same process as the one described in RQ2 to calculate the precision/recall/F1-
scores for different configuration setups under the aforementioned GA tuning processes. The
results were shown in Figure 6.1(a), (b), and (c). For SourcererCC, the precision changed
slightly (ranging from a 4.47% decrease to no change under GAS-based setups). For NiCad,
the precision remained to be the same (ranging from a 1.05% decrease to no change under
different setups). But note that the recall values are significantly higher when the objective
functions were Ou and Os for both tools. As a consequence, the F1-score values under Ou and
Os for SourcererCC were significantly better than the GAS-based approach (44 times). For
NiCad, the best F1-score was achieved under the Ou-based approach, which was 1.64 times
higher than the GAS-based approach. The best configuration setups for both SourcererCC
and NiCad were achieved under the Ou-based approach. When comparing the two tools
under their optimal setups, SourcererCC was much better than NiCad in recall (30.89%) and
F1-scores (14.16%). NiCad’s precision was a bit better than SourcererCC, but not much
(4.70%). To conserve space, for the subsequent qualitative analysis part, we only focused on
the optimal configuration setups for both tools.

6.3.2 Qualitative Analysis

Same as RQ2, the qualitative analysis was focused on examining the false positive cases and
the miss reported cases.

Clone type analysis: During the precision analysis, we have already manually verified
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(a) Precision

(b) Recall

(c) F1-score

Figure 6.1: Precision, Recall, and F1-score under different configuration setups as a result of
various GA tuning processes. (’default’ stands for default configuration)
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Figure 6.2: Ou-based result

Figure 6.3: Stack bar chart analysis for the positive and the negative cases of Type-1, 2, 3
clones.

the randomly sampled 383 and another 383 clone pair samples from NiCad and SourcererCC
already. Hence, we leveraged this dataset for our clone-type analysis. Same as RQ2, we
classified the clone types for these random samples and grouped them based on whether they
were successfully identified as vulnerabilities or not. The results were shown in Figure 6.3. As
we can see from the figure, vulnerable functions could be either Type-1, 2, or 3 clones. The
falsely reported clones could also be Type-1, 2 or 3 clones. While comparing the precision
across different clone types, the precision for detecting Type-1 and 2 clones for both tools
under the Ou-based configuration setups were similar. However, for detecting vulnerable
clones which are Type-3 clones, we observed different results under these two configuration
setups. Under Ou-based configuration setup, the precision of NiCad in detecting Type-3
clones was higher than SourcererCC. As shown in Figure 6.4, the majority (86.28% to 81.90%
for NiCad and SourcererCC) of all the verified vulnerabilities were Type-2 and 3 clones for
both tools. Under the GAS-based configuration setup in RQ2, all of the reported clones were
Type-1 clones under the default configuration setup. Under the optimal configuration setup
(Ou), we enhanced the ability of both tools for detecting Type-2 and 3 clones. In general, due
to the additional Type-2 and 3 clones detected, the recall for both tools improved quite a bit
compared to the GAS-based setup in RQ2. Hence, subsequently, the F1-score also improves.

Recall investigation: We manually went through the recall clonepairs to categorize
the reasons why some clones are not reported by these tools. Same as the previous RQs, we
visualized the results in Figure 6.6. Compared to the GAS-based approach, the amount of
misreported clone pairs has dropped (53.35% and 84.84% decrease in NiCad and SourcererCC,
respectively) under the Ou-based configuration setups. The reason behind the significant
improvement from SourcererCC was mainly due to the drop in the amount of misreported
clones from R3. The two main reasons for the misreported clones for the Ou-based tuning
approaches were: R5 and R6, which accounted for about 30% and 70% of the misreported
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(a) Ou-based result for NiCad (b) Ou-based result for SourcererCC

Figure 6.4: Clone types of positive cases under the optimal configuration setup (Ou) for
NiCad and SourcererCC.

clones respectively. We plotted a Venn diagram for all the reported clone pairs from both tools
under Ou-based configuration setup. As we can see in Figure 6.5, most of the NiCad-detected
clones were also detected by SourcererCC. However, in addition to the 74.31% common clones,
there were also 24.51% unique clones detected by SourcererCC. Only 1.18% of the clones
were uniquely identified by NiCad.

Figure 6.5: Venn diagram for reported recall pairs between NiCad and SourcererCC under
Ou-based configuration setup.

In order to find the reason why NiCad was still worse than SourcererCC, we further
looked into the rationale(s) behind why some of the clone pairs reported by SourcererCC were
misreported by NiCad. Hence, it turns out the reason was due to the naive line-by-line text
comparison similarity calculation from NiCad (a.k.a., R5). In other words, if the similarity
was measured by the number of tokens (a.k.a., SourcererCC’s approach), they reached the
threshold. However, if the similarity was measured by lines of code (a.k.a., NiCad’s approach),
the similarity was below the threshold. Since there is also a confounding factor of the Solidity
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Figure 6.6: Misreported reason analysis for the Ou-based configuration setup.

grammar used in NiCad, we composed a similar segment of Java code, shown in Figure 6.7,
and tried it on both NiCad and SourcererCC under the Ou setup. The same problem exists
(a.k.a., clone pair only recognized by SourcererCC). Some possible mitigation approaches
are considering both token and line similarity thresholds or possibly changing the similarity
matching algorithms while accounting for the dense (more tokens per line) vs. sparse (fewer
tokens per line) code.
Findings: The effectiveness of SourcererCC while detecting vulnerable Solidity contracts
could be improved significantly ( 44 times better than the GAS-based approach in F1-score)
if we tuned its configurations while considering its usage context and code characteristics. The
impact of context-specific configuration tuning for NiCad was obvious (98.61% in F1-score
compared to the GAS-based approach). When comparing the performance of both tools
under their optimal configuration setups, SourcererCC was better than NiCad mainly due to
the differences in similarity matching algorithms (token vs. lines).
Implications: Some clones could lead to vulnerabilities while others may not. Tuning the
configurations of different clone detection tools while considering their context (usage context
and code characteristics) may improve the effectiveness. Similarity can be measured in various
different approaches which may work or not work in some specific usage context. Hence,
future clone detection tools should improve their similarity measures so that they can operate
in different contexts (e.g., dense vs. sparse code).
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Figure 6.7: Sample clone pairs written in Solidity and Java.
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Chapter 7

Discussion and Future Work

In this chapter, we present some discussions based on the previous results from RQ1 to RQ3.

7.1 Other Clone Detection Tools
In this thesis, we focused on two widely used and representative clone detection tools:
NiCad and SourcererCC. Although there are many clone detection techniques/tools proposed
previously, there are very few suitable ones for our study after our assessment. We presented
our assessment results below, which can highlight the gap and some future direction between
research and practice in the area of clone-based vulnerability detection.

Source code-based: There are many other clone detection tools that can operate on the
source code. However, based on our survey, only three works leverages existing open-source
clone detection tools to study the code clones in the Solidity contract code: NiCad [55, 85]
and Deckard [60]. Deckard [48] is also an AST-based clone detection tool. However, Deckard
is out of the update and does not provide support for the new version of Solidity syntax that
is later than its own update time, and they cannot recognize the method body structure
under the new version of the syntax, which will result in missing clone pairs. Although Faizan
et al. [55] showed that the code cloning results on Ethereum smart contracts from Deckard
and NiCad were quite similar. But this research is conducted on the previous version of the
Solidity contract code. We left tool updates and evaluations for these tools (e.g., Deckard or
other text-based clone detection tools) as future work.

Bytecode-based: Some other clone detection tools can analyze the Solidity bytecode
(e.g., Birthmark [66]). However, the published version of Birthmark raised errors and does
not work for the new version of Solidity grammar which is later than its own update time.
In addition to the lack of bytecode-based clone detection tools which can operate on the
Solidity tool, we also found issues in terms of analyzing Solidity contract code at the bytecode
level. This was mainly because most of the existing bytecode decompilation tool output does
not closely resemble the original source code. For example, Figure 7.1b showed the actual
source code public function and the decompiled source code public function by using two
different decompilation tools: Online Solidity Decompiler [37] and the decompiled source code
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from the Dedaub Library [12]. As shown in the figure, although the resulting decompiled
public function and the structure do not closely resemble the original source code, their
public method names (a.k.a., balanceOf) were the same and can be traced and found on
Etherscan [36]. However, the method names for the internal functions are not the same
between the original source code and the decompiled version. Figure 7.2 showed one such
example. Although there are usage contexts that favor bytecode-level clone detection, due to
the reasons stated here, we could not fully track the functions from bytecode to source code
for verification and further analysis. Hence, we left the bytecode-level clone detection in the
context of vulnerability detection as part of future research work.

(a) Source code function

(b) Decompiled function from Online Solidity Decompiler

(c) Decompiled function from the Dedaub Library

Figure 7.1: Public Function Example

7.2 Clone Management in the Context of Solidity Con-
tract Development

Clone management refers to the process of identifying and handling code clones during the
software development process. As we have shown in this thesis, all of the vulnerable clones
were Type-1, 2, and 3 clones. Such a problem was further exacerbated by the fact that a
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(a) Online Solidity Decompiler Example

(b) Dedaub Library Example

Figure 7.2: Internal Function Example

much high portion (about 79.2%) of the Ethereum smart contract code was clones compared
to the conventional programming languages [60]. As a result of our analysis, we have also
found 330 vulnerable functions which were clones of the existing reported vulnerable functions
but were unreported. Due to the immutable nature of the deployed clone contracts, we
recommend the following two actions: (1) for the existing deployed contracts, it is vital
to conduct proactive clone management and detection to spot the impacted vulnerabilities
sooner, and (2) while developing the new contract code, it is vital to adopt design patterns
(e.g., the proxy pattern [35]) which enable flexibility and evolvability.

7.3 Vulnerability Discovery and Reporting
There are many other vulnerability detection approaches (e.g., fuzz testing, formal verification,
symbolic execution, and static analysis) that can be used to detect vulnerabilities in the
Ethereum smart contracts [104, 16]. One of the future works is to evaluate their effectiveness
and integrate all these techniques while developing, testing, and deploying smart contracts. In
addition, during our data curation processes, we found that there were many more vulnerable
clones reported in the GitHub issues than in the vulnerable reports. This problem was also
reported previously for other open-source projects for conventional programming languages
(e.g., [78, 20]). Hence, advanced machine learning approaches (e.g., [41]) can be used
complementary to our clone detection-based approaches.
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7.4 Similarity Measurement
While developing clone detection tools, code similarities can be measured in different ap-
proaches (e.g., tokens, lines, or metrics). This can lead to unique clones detected only by
some of the techniques but not others. In our work, we have found that the main reasons
behind misreported vulnerable clone pairs under optional configuration setups are mainly
due to R5 and R6, which were caused by discrepancies in terms of similarity measurements
using tokens (a.k.a., SourcererCC’s approach) or lines (a.k.a., NiCad’s approach). Previous
work [98] reported that they did not find a strong connection between token numbers and line
numbers in programming languages like Java and C. This was also true for Solidity based on
our experiments in this thesis, as some lines may contain many tokens while other lines may
only have one or two tokens. Depending on the usage context (e.g., testing, code refactoring,
or vulnerability detection), different clone pairs are needed. It would be very difficult for
practitioners to pick some clone detection tools which suit their needs the best. Hence, one
of the future directions for code cloning research would be researching and incorporating
context-specific similarity measures in different clone detection techniques, so that their clone
detection results converge.
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Chapter 8

Threats to Validity

This chapter discusses the threats related to this paper.

8.1 External Validity
We have selected two clone detection tools, namely NiCad and SourcererCC. NiCad is using
AST-based clone detection techniques, whereas SourcererCC is a token-based technique.
Although both techniques are representative, our results cannot be generalized to other clone
detection techniques, such as other text-based, tree-based, and graph-based clone detection
techniques in the context of Ethereum smart contract vulnerabilities. In addition, as we
have discussed in the Discussion chapter 7 that bytecode-level clone detection techniques
are not mature enough. Hence, we focused on source code level clone detection. Our results
cannot be generalized to clone detection on other types of software artifacts. Finally, this
was a case study focusing on detecting vulnerable Ethereum smart contract clones. Since the
characteristics of the Solidity contract code are quite different from conventional programming
languages like C and Java [60, 75], the findings reported in this thesis cannot be generalized
to clone-based vulnerability detection in other programming languages.

8.2 Internal Validity
As shown in [98] and [100], the effectiveness of clone detection techniques depends not only
on the approaches but also on the configurations of these tools. Tuning the configuration
could improve the performance of the clone detection tool to detect more clone pairs. In
this work, we have experimented with a set of tool configuration tuning approaches on two
different clone detection approaches while keeping all the other factors constant.
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8.3 Construct Validity
We followed the same process as many other existing works (e.g., [81] [18]) to calculate the
precision/recall/F1-score values while evaluating the performance of clone detection in the
context of vulnerability detection.
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Chapter 9

Conclusions

In this paper, we have studied the effectiveness of detecting software vulnerabilities while
using clone detection techniques. We applied this in the context of Ethereum smart contracts,
as previous studies [60, 55] showed a much higher portion of the cloned code deployed in
the Ethereum platform compared to conventional software projects. The effectiveness of
these clone detection tools improved significantly (up to 44 times improvement in F-1 score
compared to the GAS-based configurations) if we tuned their tool configurations based on
their usage context. As part of this process, we have discovered 330 vulnerable smart contracts
which are previously unknown. Although there were common clones reported from different
clone detection tools, some unique clones can only be reported by one of the studied tools
due to their internal differences in terms of similarity measurement algorithms. This thesis
highlighted the need for further research in the area of context-specific clone detection and
management research in the future. In future work, we plan to further improve the clone
detection techniques by researching into context-specific similarity measurements. We also
plan to look into automated code repair techniques to fix the detected vulnerable clone pairs.
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