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Abstract

Over the past decade, domains of Building Information Modelling (BIM) and Geographic

Information Systems (GIS) have been investigated to establish interoperability for vital

geospatial information exchange. Increasing interest in this research area has driven a

multitude of integration techniques that tend to incorporate other technologies like the

Internet of Things (IoT). Among these methodologies, Semantic Web Technology has

shown promising results towards achieving BIM-GIS semantic interoperability. With its

natural ability to integrate heterogeneous information, the semantic web fabricates a

mesh of data that may include IoT sources. However, before integrating heterogeneous

information of BIM and GIS, presenting it in the semantic web is challenging. The

core of semantic web enables building vocabularies as ontology by using Web Ontology

Language (OWL) and store data in Resource Description Framework (RDF). Defining

semantically rich ontologies is a complicated, time-consuming and error-prone procedure.

In contrast, rich ontology models are essential for accurately mapping cross-domain fea-

tures to address the interoperability problem. While there are approaches available to

produce OWL models, they lack readily available tools or require excessive efforts in their

ii



implementations. Our study proposes a comprehensive conceptual framework to establish

interoperability between BIM and GIS data-formats, link-able with sensors information

using semantic web technology stack. From the three-module framework, study focuses

specifically on the first-module of formal and automatic ontology generation using XML

Schema Document (XSD) to OWL transformation patterns. It implements Janus and

PIXCO frameworks from the ontology generation state-of-the-art with improvements and

enhancements in their XSD to OWL transformations. To validate this study, a prototype

named as EPIXCO (Enhanced Pattern Identification for XSD Conversion to OWL) is im-

plemented to evaluate and analyze generated ontology models. The EPIXCO prototype

utilizes a defined ground truth matrix for results evaluation and comparative analysis

with standard ontologies, stating generated models have rich ontology axioms. These

generated ontology models can be sourced for aligning information to establish cross-

domain ontologies and integrated geospatial information. The future applications of this

mesh of data lead to knowledge-graph and smart geospatial data, available for urban

environment analysis and smart city applications.
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Chapter 1

Introduction

Over the past decade, virtual city applications have been reshaping the future of the

metropolitan cities. They hold great potential in the formulation of sustainable, effective

strategies and policies by creating, modelling and visualizing 3D virtual environments

with substantial geospatial information. The information available from such diverse

sources is a collectively efficient and integral part of Smart Cities (Amini et al. 2019).

Smart City is an urban development vision that uses data and technology for managing

financial, environmental and social impacts of recent and future growth in the metropoli-

tan regions by visualizations, simulations and drawing knowledge from the information

systems (Carneiro et al. 2019). A substantial provision for such emergence is the data

collected from cutting-edge technologies to source information and lay the foundations

of a smart city. Such foundations necessitate the fusion of data from broad-spectrum

domains revealing Smart Data (Howell et al. 2017), which unravel not only as an idea of

the smart city but also machine-understandable, semantic information.
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Motivation and Aim

The future of urban planning and development is unfolded as an important research area

to build smart cities (Jamei et al. 2017). The purpose of a smart city manifests virtual

representation of detailed geospatial and sensor information as a digital twin, which relies

on data collected from Architecture, Engineering, Construction and Facility Management

(AEC/FM), geospatial and Internet of Things (IoT) domains.

The open-standard data collection in these domains and conventional representations

using cutting-edge technologies, like Geographic Information Systems (GIS) and Building

Information Modelling (BIM), has accelerated the emergence of this research area (Fosu

et al. 2015, Ma and Ren 2017, Wang et al. 2019). Not to mention, information collected

from internet-connected devices – referred to as IoT – has equally engaged incorporat-

ing sensors data with BIM and GIS technologies. Interlinking information from smart

devices within building and geospatial context are favourable. Though, an extensively

integrated system of BIM, GIS and IoT requires preceding integrated knowledge of BIM

and GIS. Several studies have recently investigated the benefits of effective integration of

BIM and GIS (even with IoT) in the perspective of urban planning, development, and

analysis (Song et al. 2017). However, achieving integration among two distinct domains

of BIM and GIS itself is quite challenging (Liu et al. 2017). Traditional methods for in-

tegrating BIM and GIS have surfaced issues like data incompatibility, misinterpretation,

and absence of information.

Although the foundations of BIM and GIS systems have been developed to address
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their respective AEC/FM and geospatial problem domains, they have progressed, indi-

vidually, stemming overlapping features with the technological advancements and user

specifications. Data in each of these systems represents vital information. Thus, to ad-

dress the redundant data and vitalize cross-domain features, bridging the gap between

their heterogeneous data-formats without an information loss becomes a critical chal-

lenge (Liu et al. 2017).

On the contrary, Semantic Web Technology methods have shown promising results due

to their natural ability towards heterogeneous data integration and eventually devising

Smart Data. However, existing semantic integration methods are mainly limited to the

manual or semi-automatic processes for a core feature of the semantic web, ontology.

Relatively, mostly automatic processes overlook ontology particularities, which is the

main building block in the semantic web. Devising a comprehensive automated method

of generating BIM and GIS ontologies to achieve interoperability between these domains

remains unanswered. This study aims to provide a novel framework using semantic web

technique to achieve interoperability among BIM and GIS, with a focal point of the

automatic ontology generation process.

Problem Domain

The process of ontology development is very complex, where expressing correct semantics

of data in an ontological representation itself requires base-knowledge. The literature

of ontology generation highlights semi or even fully-automated processes; however, their
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frameworks are primarily manifested for corpus-based approaches and have a minimal ex-

tension of supporting existing ontologies. Also, the methods lack the related tools readily

available for ontology generation. Therefore, creating complicated geospatial ontology is

a laborious task.

Furthermore, for fusing information of heterogeneous datasets, diverse ontologies of

building and geospatial information systems require mapping techniques that fulfill inter-

linking of their entities to obtain cross-domain integrated ontology, which characterizes

cross-domain integrated data for information analysis and knowledge-graph applications.

Such ontology mapping approaches are generally limited to corpus-based studies, which

further requires investigating alignment knowledge for considerable information in the

building and geospatial domain. Most of these approaches adapted for the geospatial

ontology alignment are either manual or lacking in mapping across entities.

Hence, the ontology generation and ontology alignment of BIM and GIS data-formats

are essential courses of action to investigate BIM and GIS interoperability before being

integrated with the IoT information for smart city applications and smart data solutions.

Broad Research Goals

The semantic web approach establishes information exchange across independent and

fundamentally incompatible data formats in the multitude of BIM and GIS integration

methodologies. The general goal of this research project aims for a semantically inter-

operable and seamlessly integrated system of BIM and GIS data with IoT by emanating
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semantic web technology approach that can be divided in three goals. However, in this

study the focus is narrowed down and explicit to the integration of BIM and GIS as the

first goal with its in-depth implementation and later provides a brief synopsis on two

following goals proposed for future work:

• Generating ontology of BIM and GIS data: To achieve semantic integration, ontolo-

gies of BIM and GIS need to be generated for schema structures of their standardized

XML-based data-formats, IFC-XML and CityGML, respectively. A formal method

with schema modelling, and defined patterns to transform elements from XML

schema format to corresponding ontological representation, will be determined to

induce enriched ontologies of BIM and GIS.

• Mapping of cross-domain ontologies: The generated ontology models of BIM and

GIS data will be further used to identify corresponding mappings between their

entities and properties. The machine learning techniques will investigate the linking

of cross-domain elements to obtain integrated geospatial ontology, serving as a

foundation for saturating information from cross-domain building and geospatial

datasets.

• Generation and optimization of semantic graph: Finally, to manifest integrated

information, data from IFC-XML and CityGML is adjoined with integrated cross-

domain ontology resulting graph in RDF format. Furthermore, IoT data will be

inter-linked with generated RDF graphs for semantically rich geospatial and sensor
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information. RDF graphs are sizeable and require optimization. Thus, we propose

clustering and community optimization techniques for manipulating RDF graphs.

Research Objectives

This study focuses on first-goal of the broad research spectrum (mentioned earlier) for

semantic interoperability of BIM and GIS. The major research objectives of this study are

to establish a formal methodology to transform XML schemas into ontology models. The

formal method addresses the problem of automatic ontology generation for large XML

Schema Document (XSD), like ifcXML and CityGML of BIM and GIS, using defined

correspondence rules. The general framework extracts information from XSD schema

mapped with defined sets of patterns to build ontology models. Perspective of framework

objectives can be viewed as determination and implementation of three major steps:

define formal models of extracted information from XSD document and transformation

patterns, identifying pattern among given XSD schema and generating the respective

cohesive ontology model.

Research Contributions

This research outcome mainly contributes towards the investigation of interoperability

between BIM and GIS in the following collaborations and publications:

• The ISPRS-EuroSDR GeoBIM Benchmark 2019 – Participation to investigate in-

teroperability of BIM and GIS for GeoBIM Benchmark project (more details in
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Chapter 4).

• Automatic Ontology Generation of BIM and GIS Data (Usmani et al. 2020) – XML

schema-based formal procedure for ontology generation (more in Chapter 5).

• Formal Transformation of XML Schema to Ontology Models – Publication in prepa-

ration for the developed EPIXCO framework to build ontology models automatically

(more in Chapter 6).

Thesis Outline

This Chapter provides an introduction to the research project with motivation to achieve

interoperability of BIM and GIS data and potentially provides a solution to the automatic

ontology generation problem. The outline of this thesis for the rest of the document is

organized as follows:

• Chapter 2 presents an introduction to BIM and GIS technologies. It highlights the

need and trends of the research studies conducted for the BIM and GIS integration

with a fundamental perspective of their integration gap and enlisting comprehensive

literature with the role of the semantic web in achieving integration.

• Chapter 3 delves with a brief overview of ontology, semantic web and its technol-

ogy stack as a promising technique for achieving interoperability among BIM and

GIS. It portrays the XML schema components to understand XSD designs and the

approaches proposed for XSD to OWL transformations.
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• Chapter 4 features a study that investigates standard IFC and CityGML data-

formats with uncovering the role of existing preparatory software tools and proce-

dures on these data standards towards BIM and GIS interoperability.

• Chapter 5 features a novel framework design of BIM and GIS data integration using

semantic web technologies. It defines an ontology generation process, as the core

of this research study, an extensive framework to transform XML schema into an

OWL model.

• Chapter 6 provides the implementation of the proposed framework for ontology

generation and validates the methodology with experiments and results of selected

XML schema structures.

• Finally, Chapter 7 addresses the conclusion of this research study by featuring main

contributions in this dissertation, highlighting the limitations of the implemented

system, and possible recommendations to possible future extensions.
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Chapter 2

Background and Related Work

This chapter presents the theoretical background of the focused technologies, BIM and

GIS, in this dissertation. It explicitly focusing on their integration area of interest with

modest involvement of sensors technology, the motive of their integration, and the applica-

tions of research conducted this study. The Chapter is organized as follows: introduction

to the fundamentals of BIM and GIS domains is provided in Section 2.1; Section 2.2

discusses dissimilarities and rudimentary factors of each domain and their supportive

data-formats; Section 2.3 delves in extensive literature review of BIM and GIS integra-

tion methods and ensues the potential of their integrated applications in Section 2.4;

Section 2.5 specifies the role of Semantic Web Technology adapted in approaches towards

achieving interoperability among BIM and GIS; and lastly, in the Section 2.6, the Chapter

is summarized by highlighting problems in literature integration methods, and recognizes

an integration approach with possible potential BIM-GIS interoperability solution.
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2.1 Fundamentals of BIM and GIS

2.1.1 Building Information Modelling (BIM)

BIM is the process to create, store and manage information related to infrastructure,

particularly buildings, throughout their life cycle (Eastman et al. 2011). It comprises a

set of interacting policies and technologies highly used by the Architecture, Engineering,

Construction, and Facility Management (AEC/FM) industry for infrastructures with rich

3D geometric and semantic information (Azhar 2011, Zhu et al. 2018).

Besides efficient tools for modelling, analyzing and managing detailed 3D models,

based on its enhanced design and construction techniques, BIM offers additional dimen-

sions such as cost, schedule, accessibility, security, maintainability and energy simulation

(Taylor and Bernstein 2009). BIM methodologies are also characterized by their Level of

Development (LOD), different from Level of Details (LoD) in GIS, and defines LOD100-

LOD500 to monitor the design progress. Figure 2.1 presents basic BIM models with

LOD200 information. BIM moved to mainstream technologies over a while, disrupting

the traditional building and construction designing platforms.

The buildingSmart Industrial Foundation Class (IFC) is the most comprehensive and

popular open-standard data format for BIM models widely accepted and supported by

most BIM-related software in the AEC industry (Deng et al. 2016). IFC models are

presented in EXPRESS data specification language, where the IFC entities in these mod-

els are referred by line number, and the most commonly used IFC formats are IFC2x3
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(a) (b)

Figure 2.1: BIM models example visualization in BIM Vision: (a) Scott Library (IFC2x3)
at York University Campus and (b) FZK Haus (IFC 4) by Applied Computer Science
(IAI) at the Karlsruhe Institute of Technology (KIT).

and IFC4 (Pauwels and Terkaj 2016). The information exchange format of IFC also

has an Extensible Markup Language (XML) version, ifcXML, more flexible for BIM

methodologies in XML-based environments. However, it is not widely used in industry

as EXPRESS-based IFC due to the verbosity of XML document format and performance

limitations (Pauwels et al. 2017a). The buildingSmart releases for the latest versions1 of

IFC4 specifications have also made steps towards interoperability with GIS by including

new elements like “IfcGeographicElement” and “IfcGeographicElementType” (Liu et al.

2017). However, BIM and its supporting modelling formats do not include surrounding

information and have limited spatial inquiry (Irizarry and Karan 2012a). Nevertheless,

IFC is a complete but complex standard, providing several entities for describing the

buildings and numerous solutions available to model BIMs.

1https://technical.buildingsmart.org/standards/ifc/ifc-schema-specifications/
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2.1.2 Geographic Information Systems (GIS)

GIS is an information system with a framework to collect, manage, analyze, and present

spatial data for performing spatial analysis and visualization for better and informed

decision-making practices (Hanchette 2003). The GIS decision-support system provides

powerful tools for storing and manipulating spatial information and has been long used

for modelling large environments, integrating and visualizing assets information with

geo-referencing (Breunig et al. 2020). The association of location information with data

provides GIS components to feature spatial and temporal analysis (Song et al. 2017).

In the geospatial domain, City Geographic Markup Language (CityGML) (Gröger

and Plümer 2012) is currently the most comprehensive standard of urban information

with semantic 3D modelling. It has emerged as a prominent exchange format towards

integrating BIM and GIS (Amirebrahimi et al. 2016, Malinverni et al. 2019). CityGML,

specified as XML-based Geographic Markup Language (GML) grammar, is an open-

data standard by Open Geospatial Consortium (OGC) that structures the information

about cities and contextual features. The detailed standard introduces the concept of

Level of Detail (LoD), including four levels LoD0-LoD4, that ranges objects and data

from landscape to interior architectural model. Compared with the first generation of

CityGML, the second generation offers richer 3D models not just of buildings but also

tunnels and bridges, hence closing the gap with the BIM infrastructural elements (Yao

et al. 2018).

With significantly growing computing power, tool and technologies, and advancements
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in data acquisition methods, the geospatial context in GIS systems have developed from

2D information to complex macro-scale 3D models with automated workflows (Becker

et al. 2009, Biljecki et al. 2015).

2.2 BIM and GIS as Correlated Technologies

The principle system design of BIM and GIS are to exploit their domain-oriented in-

formation for enhanced designs, management and analysis (Song et al. 2017). Data

in 3D-space collected using laser point cloud technology provides virtual models of the

physical environment utilized in 3D GIS to create city models with explicit geometry and

semantics (Yao et al. 2018). Eventually providing adequate information and visualization

for simulations and analytical studies of buildings and surrounding infrastructures in an

as-built environment (Biljecki et al. 2016b).

Mutual Extrapolation: BIM is a digital representation of detailed infrastructure

elements in the AEC domain. On the contrary, GIS focuses on collecting, storing and

analyzing geospatial data at a large scale. Both of these domains were developed with fun-

damentally different purposes. However, over the last decade, increased computing power

and growing user requirements of linking cross-domain specific information have led tools

and technologies of both BIM and GIS domains to incorporate and process element fea-

tures at the outset across domain (El-Mekawy and Östman 2010). Multiple applications

in AEC domain require adjoining information for pre and post-construction phases, in-

volving GIS data. For example, BIM processes incorporate surrounding features alongside
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Figure 2.2: Web of Science (https://apps.webofknowledge.com/) report of publications
and citations regarding BIM and GIS Integration.

detailed infrastructural elements to support analysis of infrastructure with environmen-

tal information, generally retrieved from other spatial or existing GIS tools (Irizarry and

Karan 2012b, Zhao et al. 2019). In contrast, GIS models are increasingly embodying de-

tailed structural and building information in city-level information (Amirebrahimi et al.

2016) to share semantics of individual elements — traditional domain of BIM.

Such requirements enabled increase in remodelling and mirroring of similar features

in either domain. Nonetheless, it leads towards extra efforts of duplicating information

for the overlapping features, as both BIM and GIS systems store and represent data in

different formats (Wang et al. 2019). Therefore, these necessary conditions have acceler-

ated the focus of bringing BIM and GIS domains together. During the last decade, many

studies (Figure 2.2) have been conducted to achieve integration of these heterogeneous

systems.
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Divergent Features: Interoperability of BIM and GIS standard formats, IFC and

CityGML, is the mapping between their key schemas, as they have different elementary

development purposes, concepts and structures (Deng et al. 2016, El-Mekawy and Östman

2010, Gröger and Plümer 2012). The semantic mismatch among key schema elements

of these two systems is a critical barrier towards interoperability. Correspondingly, the

geometric representation types like Boundary Representation (B-Rep) are defined in IFC

and CityGML with their own geometric configurations supported by respective tools,

which further contributes to obstruction in geometrical information exchange (Zhu et al.

2020). Nevertheless, even with the data or domain-oriented differences elevating semantic

and geometrical complexities, integration of BIM and GIS is considered as great potential

to bring benefit in multiple application areas (Liu et al. 2017) like facility management

and energy management applications to fulfill demands of decision making (details in

Section 2.4). The section below highlights the perspectives of methodologies undergone

the integration for BIM and GIS.

Integration with IoT: Consequently, BIM integrated with the Internet of Things

(IoT) devices presents a powerful paradigm, but its integration still appears to be at

nascent stages (Tang et al. 2019). Furthermore, including GIS with BIM and IoT pro-

vides the capability of its applications towards smart management (Park et al. 2018)

including Augmented Reality (AR)/Virtual Reality (VR) technologies (Carneiro et al.

2019). However, even if BIM is integrated with IoT, question of integrating GIS infor-

mation with BIM still remains open.
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2.3 Trends of BIM-GIS Integration Methodologies

A series of studies presents a critical and state-of-the-art review on the BIM and GIS

integration (Liu et al. 2017, Zhu et al. 2018) by complimenting their domain and data-

oriented strengths and weaknesses of most relevant integration techniques (Breunig et al.

2020, Song et al. 2017). With potentialities of integration, data interoperability efforts

focusing on BIM and GIS integration are made using prominent information exchange

formats of two domains, IFC and CityGML (Sani and Rahman 2018). Furthermore,

benchmarking studies have been conducted to investigate the BIM and GIS formats, and

existing methodologies for their integration (Noardo et al. 2020a,b).

IFC and CityGML are widely accepted open-standard formats from BIM and GIS

community and used in integration methods. Various efforts have been conducted to

classify BIM and GIS integration, such as; semantic or geometric level, unidirectional

or bidirectional conversions, and commercial or open-source software (Fosu et al. 2015).

Irizarry et al. (2013) categorized the integration methods into two interrelated levels:

fundamental level and application level, where the fundamental level focuses on data ex-

change standards and interoperability at the data level, while application-level focuses

on developing new methods with full potential to exploit BIM and GIS system together.

Kang and Hong (2015) presents BIM and GIS integration have undergone various perspec-

tives and classified these approaches into five groups based on similar subject keywords:

schema mapping (Deng et al. 2016, El-Mekawy and Östman 2010), integrated web ser-

vices (Cruz et al. 2004, Karan and Irizarry 2015), ontological modelling (Hor et al. 2016,
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Integration Methods Effectiveness Extensibility Effort Flexibility
New standards and models case by case case by case case by case case by case
Conversion, translation and

extension (manual)
medium high high medium

Conversion, translation and
extension (semi-automatic)

medium medium medium medium

Semantic web technologies high high high medium
Services-based methods high low high low

Application focused methods case by case low low low

Table 2.1: Amirebrahimi et al. (2016)’s three-level categorization of BIM-GIS integration
solutions ( Data , Process , Application levels) and ‘EEEF’ comparison criteria by Liu
et al. (2017).

Karan and Irizarry 2014, Peachavanish et al. 2006), data transformations and schema

extensions (El-Mekawy et al. 2012). Furthermore, a significant three-leveled framework

classified by Amirebrahimi et al. (2016) is presented in Table 2.1 which categorizes the

integration studies into application, process and data level.

Data Level Integration: At the data level, models and structures are modified

or extended to meet requirements. A wide range of studies conducted at the data level

achieves interoperability among BIM-GIS data formats with promising results. These

include linking, translation/conversion, extension and meta-models (mediation) and can

be further divided into geometric and semantic level integration.

Process Level Integration: Approaches following process-level integration involves

data standards from BIM and GIS to be simultaneously adopted in workflow and collab-

oration, providing flexibility, still underlying with the challenge of data interoperability

among systems. Semantic Web Technology has proven to be promising with its flexibil-

ity of integrating heterogeneous data formats among the modification and introduction of

new models at semantic level integrations. Thus, semantic web with its natural character-
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istics shows more interest for research towards the integration of BIM and GIS domains.

Application Level Integration: These integration methods include reconfiguring

or rebuilding the new application with integrated BIM-GIS or extending the existing

application. This classification group involves extensions using plugins or built from

scratch to support BIM functionalities in GIS systems or GIS features in BIM-supported

software. This approach is generally costly and inflexible, and by far, no BIM software

can directly read GIS data or vice versa.

2.4 Applications of BIM and GIS Integration

As mentioned in earlier sections, the prime advantage of BIM and GIS technologies is

their ability to handle detailed spatial, semantic and geometric data for a multitude of

analysis, visualizations, and use case-specific or general applications. BIM was initially

used for the planning and design phases of a project and now in the construction and

maintenance phases for a wide range of applications. Considering these perspectives,

the feasible integrated systems of BIM and GIS can extend spatial analysis capability

extended in BIM implementation and detailed semantic and geometric information to

be visualized and analyzed in GIS environments. Enabling information exchange and

interoperability at semantic provide seamless information exchange and geometric level

integration process with extension solutions for specific use-case applications such as 3D

visualization of flood damage to a building (Amirebrahimi et al. 2016). The applications

of 3D city models provide numerous use cases like urban planning (Chen et al. 2020), asset
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management (Farghaly et al. 2019), location-based solutions (Wang and Issa 2020), site

selection (Irizarry and Karan 2012a, Isikdag et al. 2008), heritage management (Saygi

and Remondino 2013), emergency response, facility management(Biljecki et al. 2015),

and sustainable environment analysis of smart cities (Jamei et al. 2017). The BIM-GIS

applications explored in different stages of construction phases include design (Isikdag

et al. 2008) and operation (Irizarry et al. 2013).

2.5 Role of Semantic Web Technology in BIM and GIS Integration

In order to achieve interoperability in diverse disciplines, Semantic Web and Linked Data

have been investigated by researchers as complementary for technologies in existing AEC

industry (Pauwels et al. 2017b). Interoperability to improve information exchange pro-

cesses, identify and link related information as well as exploit reasoning on information

obtained from these sources (Ozturk 2020), and a step forward towards building ontologies

in AEC (Pauwels and Terkaj 2016) and geospatial (Wang and Issa 2020) using semantic

web technologies.

Traditional methods for integrating BIM and GIS have highlighted information loss,

incompatibility of available software and data formats, and limitations in use-case-specific

frameworks. However, the integration methods conducted based on semantic web tech-

nology have shown a promising contribution for achieving the interoperability between

BIM and GIS (Liu et al. 2017). Integration methods proposed by Hor et al. (2016),

Karan et al. (2016) enable enhanced data exchange and integration between BIM and
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GIS from syntactic to semantic level. The developed data exchange to ensure interop-

erability and accessibility for facility management data for building information (Kim

et al. 2018), mapping techniques of ontologies development for BIM and GIS as reference

ontologies Deng et al. (2016), El-Mekawy and Östman (2010) – pivotal for semantic inte-

gration – provides more feasible integration solutions with leading potential applications

of intelligent urban mobility(Hor et al. 2018), highway alignment planning (Zhao et al.

2019), and urban facility technical management (Mignard and Nicolle 2014). The applica-

tions include, but are not limited to, investigating Ontology-based integration for indoor

routing (Wang and Issa 2020) and geospatial analysis of preconstruction phases (Karan

and Irizarry 2015). However, these potential solutions have limitations primarily towards

fundamentals of semantic web technique – devising ontology (Karan and Irizarry 2015,

Pauwels et al. 2017b, Zhu et al. 2018).

Recently, studies have been conducted to develop and standardize the ontology models

of IFC (Pauwels and Terkaj 2016) and CityGML (Métral et al. 2013, Zalamea et al. 2013).

The Pauwels and Terkaj (2016) provides extensive framework for EXPRESS based IFC to

OWL and CityGML ontology generated by Métral et al. (2013) requires manual tunning.

Therefore, there is room for improvement with XML-based common format to be adapted

among BIM and GIS, i.e. ifcXML and CityGML, to provide solutions comparable within

the same context. More details about semantic web role in ontology generation and

ontology alignment (mapping) are provided in Chapter 3.

Although semantic integration of BIM and GIS has emerged as an important re-
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search area, expressiveness in both domains is different for 3D modelling structures and

their semantics. To benefit from the built-in capabilities across file boundaries of BIM

and GIS and integrate different vocabularies like IoT to harness reasoning and perform

standardized queries, semantic web technologies have come into more focus of research

efforts.

2.6 Summary

It can be evident from the extensive literature of BIM and GIS technologies and their

integration approaches presented in previous sections of this Chapter that establishing

interoperability among these technologies provides a promising future of their information

exchange in smart cities applications. However, due to the data formats of cross-domain

elements are geometrically and semantically inconsistent, providing seamless exchange

still remains a question. Above that, incorporating IoT data becomes overhead for not

a fully integrated set of information. This Chapter sketches previous and undergoing

studies for the integration process of BIM and GIS, including IoT, their characteristics

and limitation, and provides a brief synopsis of semantics web as key for integration for

the broad goal of engineering Smart Data.

Similarly, another benchmark study, Noardo et al. (2020a) analyzes conversions tech-

niques, available procedures and state-of-the-art tools for building and geospatial domains

by utilizing open-standard exchange formats (IFC to CityGML and CityGML to IFC) to

evaluate and highlight limitations of procedures, software systems, their incompatibility

21



and discrepancy in data sets itself as well. The benchmark study provides supplementary

grounds for the semantic integration-based solution. More details of this benchmarking

activity are discussed in Chapter 4.

Much research is currently ongoing in this area of interest. However, the connection

with the world of practice and the availability of mainstream technical solutions is limited.

Liu et al. (2017) by EEEF selection criteria state semantic web as much more promising

solution than other methodologies for the integration of BIM and GIS. Henceforth, with

all literature and related work conclusions, the vision of semantic web-driven technology

and tools is selected for this research study. The remaining thesis further elaborates and

presents its framework designed for this study.
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Chapter 3

XML Schema in Semantic Web

for Ontology Generation and

Alignment

In this chapter, semantic web technology details are described with their role to en-

able interoperability among information systems by building ontology and mapping their

entities across heterogeneous information systems. It also discusses the purpose and chal-

lenges in accomplishing these approaches. The Chapter presents ontology generation and

alignment association by bringing information from Extensible Markup Language (XML)

documents into the semantic web and explicitly discusses the XML schema components

of ifcXML and CityGML. This research exploits these data-oriented XML-based open-

standards of BIM and GIS, respectively.

This Chapter is divided into sections as follows: Section 3.1 starts with the vision of
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ontology and its importance in representing information that is essential for integration of

information systems; Section 3.2 delves in details about the semantic web domain and the

importance of its technology stack for building mesh of data; Section 3.3 provides insights

on XML Schema Documents (XSD), their components and design styles; Section 3.4

highlights the schema components of data formats used in this study; Section 3.5 provides

in close association of semantic web with XML/XML schema documents in-depth details

for their consorting on ontology generation as well as ontology alignment, Section 3.6

identifies and discusses approaches promising for automatic ontology generation; and

lastly, Section 3.7 provides summary of this Chapter by capturing influence of semantic

web on XML schema and highlighting the possible approaches for ontology generation

and alignment, that can be adapted in this research study.

3.1 What is an Ontology?

An ontology defines a common vocabulary of a domain to have shared information with

machine-interpretable definitions of domain concepts and relations between them (Noy

and McGuinness 2001). The primary purpose of an ontology is to create formal models

of knowledge representation with some logical constraints. There have been multiple

attempts to define what an ontology is (Noy and McGuinness 2001), but the best-known

definition (in computer science) is due to Gruber (Gruber 1992):

“An ontology is a formal, explicit specification of a shared conceptualization.”

where, the conceptualization is an abstract model and simplified view of some real-
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world aspects shared as consensual knowledge, and defined properties and constraints for

the concepts and their relationships is explicit specification. The formal, in this context,

means that model should be specified in some unambiguous language, making it amenable

to read and process by machines and humans.

An ontology constitutes Classes (or concepts), Individuals, Relations, Datatypes, At-

tributes, Restrictions, and Axioms. Ontologies define terms in annotations using a set

of pre-defined concepts and transform them into semantic annotations. Hence, an ontol-

ogy together with a set of individual instances of classes constitutes a knowledge base.

It can formally be represented in a tuple O = (C, R, I, D, binary relation) (Bedini

et al. 2010a) and underlines a strong foundation of Description Logic (Horrocks 2007)

for formal description of concepts and their roles (relations). It provides inference with

ontology to perform specific reasoning to provide maintenance, consistency and classifica-

tion to knowledge bases. The ontology and domain knowledge’s potential applications are

undoubtedly reliant on its designer, influencing the ontology design choices. Henceforth,

an ontology’s quality can be better assessed using it in the application it is designed for.

3.2 Domain of Semantic Web

Semantic Web (Jiehan et al. 2006), or Web 3.0, is an extension design of the World Wide

Web (WWW) to represent information in a well-defined common data format human-

readable and understandable by computer systems. The semantic web, known as the

mesh of data, enables creating data storages, building vocabularies, encoding the seman-
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tics from vocabularies with data, and defining rules for handling it. The semantic web

technology stack is empowered by multiple layers of technologies such as OWL, RDF

and SPARQL (illustrated in Figure 3.1). The technology stack plays a substantial role

in achieving semantic interoperability and is published as Wide Web Consortium (W3C)

recommendations to be exploited by its applications. The key technologies of OWL, RDF

and SPARQL are briefly described in the following sections:

Syntax: XML

Character Set: Unicode Identifiers: URI

Data Interchange: RDF

Taxonomies: RDFS

Ontologies: OWL Rules: RFI/SWRL

Unifying Logic

Proof

Trust

User Interface & Applications

Querying: 
SPARQL

Figure 3.1: Semantic Web stack of technologies - layout inspired by Lu and Asghar (2020).

3.2.1 Resource Description Framework (RDF)

RDF (Cyganiak et al. 2014) is a graph format at the core of the semantic web that holds a

flexible and generic language to enable the combination and representation of information
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from diverse knowledge domains. A W3C standard (Schreiber and Raimond 2014) de-

scribe data as collection of three-part statement (called triple) as subject-predicate-object

(S-P-O) (presented in Figure 3.2) or as an (entity identified-attribute name-attribute

value). Here the subject and predicates are URIs (Uniform Resource Identifiers) to iden-

tify them uniquely. Objects can either be literals or other URIs; hence, objects of some

triples connect with subjects of other triples or literals to create a network of linked nodes

called a graph. RDF works like a framework to manage and represent ontologies.

Predicate
Subject Object

Figure 3.2: An example of RDF triple S-P-O format.

An RDF graph can be serialized using various syntax including RDF/XML (.rdf), N-

Triples (.nt), Turtle (.ttl) and Notation-3 (.n3) (Schreiber and Raimond 2014). Turtle

syntax format is simple to write and human-readable format in which RDF graphs can be

expressed in URIs that are abbreviated as a prefix to all RDF statements (see Figure 6.2).

Any data like relational databases, XML documents etc., can be expressed as a collection

of triples gives RDF a natural ability to express data from any format in the semantic

web. Also, it provides the ability to express all semantics and data to be captured in

triple format – producing minimal loss of information. Suppose some properties do not

exist in the given vocabulary. In that case, RDF has the flexibility to mix and match

different vocabularies or create a new vocabulary with the given domain name and add

associated properties to enable customization and standardization. It also allows multiple
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properties of the same type to be associated with a single subject. For example, an object

A can be rdfs:subClassOf of multiple objects X and Y by associating rdfs:range X

and rdfs:range Y with object A, which is not easy to achieve in relational databases.

3.2.2 Web Ontology Language (OWL)

OWL provides the key to expressiveness in the semantic web. Recently OWL, along

with RDF on which it is based, has become popular standards for data representation

and exchange. The OWL language’s semantic expressiveness is specified in W3C, where

the first OWL version of W3C Recommendation is superseded by the OWL2 language

specification (Group 2012). The relevant references to the semantics specified to OWL

in this document refer to the OWL2 specifications.

OWL Profiles: Similar to preceding OWL version, OWL2 also has number of so-

called profiles; namely OWL 2-EL, OWL 2-QL and OWL 2-RL (Motik et al. 2012).

OWL2 (FULL)

DL

RL QL

EL

Figure 3.3: A Venn Diagram by Group (2009) of OWL2 profiles EL, QL and RL exhibiting
syntactic sub-subset, each profile trades off different aspects of OWL’s expressive power
(more information, less performance).
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Figure 3.3 provides an overview and relationship between these key profiles. Motik et al.

(2012) indicates an OWL2 profile “is a trimmed down version of OWL2 that trades some

expressive power for the efficiency of reasoning”. In short, several statements that can be

used in OWL 2-DL are not allowed in each of the given OWL2 profiles. By not allowing

these statements and thus sacrificing some expressiveness, each profile achieves efficiency

differently and is useful in different application scenarios. While more of the information

can be found in (Motik et al. 2012) for the expressiveness of each profile, the following is

a summary for referenced profiles:

• OWL 2-EL: This profile is particularly useful in applications employing ontolo-

gies with very large numbers of properties and/or classes. The expressive power

captured by this profile is used by many such ontologies for which basic reasoning

problems can be performed in time (PTIME) that is polynomial with respect to the

size of the ontology. Although, OWL 2-EL places restrictions on types of classes

and supports set of axioms like class expressions (subClassOf, subPropertyOf),

important constructs such as universal restrictions (allValuesFrom), cardinality

restrictions (maxCardinality, minCardinality, exactCardinality), disjunction

(unionOf), enumerations (oneOf), and property related expressions (disjoint,

functionalProperty, symmetricProperty), are not supported.

• OWL 2-QL: This profile is aimed at applications that exploits very large volumes

of instance data, and where query answering performance is the most important

reasoning task. Based on size of the data and execution technique, query answer-

29



ing can be performed in LOGSPACE. The overall expressive power of this profile

is quite limited as it excludes constructs, among others, existential quantification

(someValuesFrom), cardinality restrictions (maxCardinality, minCardinality),

enumerations (oneOf) and property inclusions (subPropertyOf). Compared to

OWL 2-EL, some property-related expressions are allowed (inverseOf, disjoint).

• OWL 2-RL: This profile is recommended to be used for applications that require

scalable reasoning without sacrificing too much expressive power. Adopting ontolo-

gies in this profile is a good choice whenever reasoning is involved. The expressive

power of OWL 2-RL is quite close to OWL 2-DL and is designed to accommodate

OWL2 applications that can trade the full expressivity of the language for efficiency.

It supports all axioms of OWL2 (except for disjoint unions of classes and reflexive

object property axioms). However, few syntactic restrictions are required to be

taken into account for an ontology to be in OWL 2-RL profile (Motik et al. 2012).

From the profiles mentioned above, OWL 2-RL is being used in this research study

for the expressiveness of semantics of XML information. As mentioned earlier, less infor-

mation provides more performance, which is feasible at this stage of the study.

3.2.3 SPARQL

SPARQL Protocol And RDF Query Language - Query Language for RDF is a W3C

standard (Lopes et al. 2010) that helps retrieve data from RDF graphs. Similar to RDF

Turtle syntax, SPARQL also supports defining stand-in abbreviated prefixes with URIs
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to shorten queries. The WHERE clause describes which triples are to be retrieved from

querying datasets and provides substitution of wildcard variable for one, two or all three

of triple query statement, also referred to as the triple pattern. Results of the SPARQL

query are according to the triple pattern in WHERE clause based on the subject (URI),

predicate(property) or object (URI or Literal). The SELECT clause indicates which

variable values are to be enlisted in results. A * represents all of the queried variables

to be displayed in the result. Results are returned based on triples statements from the

collection based on the triple pattern in WHERE clause. In a single query, multiple triple

patterns can be added for retrieving results with more information.

SPARQL has different keywords and multiple available query options, among which

CONSTRUCT can be essential to create triples in turtle format as a result of SPARQL

query for that is helpful in data integration. SPARQL provides data type and language

tags along with sorting and aggregating results and enables data modification (add, up-

date or delete functions).

3.2.4 Synthesis

The semantic web technology stack provides ontology as RDF/OWL for knowledge rep-

resentation and is one of the most potent formalization languages to be defined based on

Description Logic. There exist other languages for formalization, but OWL is the most

feasible and widely adapted. Hence, for this research study, RDF/OWL is adapted to

represent information. The aim is to exploit OWL syntax and express semantics in gen-
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erated vocabulary as much as possible. The RDF graphs use these vocabularies in OWL

representation and provide query-able information through SPARQL. The process leads

to investigating the possible way of ontology development and information exchange by

leverage least human intervention as possible.

3.3 XML Schema Documents, Components and Design Styles

The Extensible Markup Language (XML) (Bray et al. 2012), along with XML Schema

Document (XSD) (Gao et al. 2012), is likely the description and specification formalism

mainly designed as a general-purpose data storage and exchange format. XML documents

are widely exploited to represent and manage (semi-structured) data in information sys-

tems, where XSD formally delegates XML with data modelling. XML provides a format

that is both human-readable and machine-interpretable at the same time. The format

also fits well in its simplicity and suppleness of usage with most application information

exchange requirements. Furthermore, XML introduces Document Type Definition (DTD)

and XSD formalism for a clean separation between meta-data and instances containing

the actual data to be exchanged. However, XML remains, in certain senses, too open and

let to the extent of dialects that tend to overload its primary usage and meanings.

The structure of the XSD document is composed of multiple XSD elements arranged

in a way to precisely describe the XML language. As stated early, it checks the validity

of the structure and vocabulary of an XML document against rules of appropriate XML

language. An XSD structure can be majorly categorized into 6 groups: (i) Elements: ap-
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Design Style element and attribute Declaration type Definition
Russian Doll Local Local
Salami Slice Global Local

Venetian Blind Local Global
Garden of Eden Global Global

Table 3.1: Classification of XML schema design styles listed by Brahmia et al. (2019).

pears in an XML document; (ii) Attributes: can be used for Elements in XML document;

(iii) Simple and Complex Types: for defining element and/or attributes; (iv) Derived

Types: extensions of Simple and Complex Types; (v) Grouped XSD Components: group

of Elements or Attributes and (vi) Annotations: for the documentation and labelling.

The XSD syntax varies based on overall representation and changes involving schema

designs resulting from different XML data structures. The XML language’s flexibility

derives from different arrangements of XSD components, which determines the syntax

and complexity of an XSD design in their global or local scope for a given namespace

forming specific XSD patterns. A global XSD component is an immediate sub-element of

the root <xs:schema> element. It is also associated with targetnamespace of an XSD,

making it accessible to other XML schemas using a given namespace. However, a local

component is not defined as an immediate sub-element of <xs:schema>, instead of nested

to an XSD element. Thus, not accessible outside the given schema definition.

Brahmia et al. (2019) recommends that any XML schema definition can be organized

according to one of these five design styles (listed in Table 3.1): (i) Russian Doll, (ii)

Salami Slice, (iii) Venetian Blind, (iv) Garden of Eden and (v) Bologna. The design

styles are classified in the way for their definition and declaration, globally or locally,
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of XML schema components; element, attribute, simpleType and complexType. An

example XSD is selected for better understanding of different design styles, stated below.

Elements in below descriptions refers to Elements as well as Attributes:

• Russian Doll: An XML schema design with only one global element declaration

that nests all other possible declarations of local components (that nest further local

components), and local definitions of simpleType and complexType. An example

of Russian Doll design is presented in Listing 3.1.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:element name="Thesis">

<xs:complexType>

<xs:sequence>

<xs:element name="Title" type="xs:string"/>

<xs:element name="Author" type="xs:string"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

Listing 3.1: Russian Doll style XSD.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:element name="Title" type="xs:string"/>

<xs:element name="Author" type="xs:string"/>

<xs:element name="Thesis">

<xs:complexType>

<xs:sequence>

<xs:element ref="Title"/>

<xs:element ref="Author"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

Listing 3.2: Salami Slice style XSD.

34



• Salami Slice: An XSD design corresponds to having all of Elements declarations

in global namespace and then referencing the Element, while all simpleType and

complexType are locally defined, see example listed in Listing 3.2.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:simpleType name="Title">

<xs:restriction base="xs:string">

<xs:minLength value="1"/>

</xs:restriction>

</xs:simpleType>

<xs:simpleType name="Author">

<xs:restriction base="xs:string">

<xs:minLength value="1"/>

</xs:restriction>

</xs:simpleType>

<xs:element name="Thesis">

<xs:complexType>

<xs:sequence>

<xs:element name="Title" type="Title"/>

<xs:element name="Author" type="Author"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

Listing 3.3: Venetian Blind style XSD.

• Venetian Blind: Similar to Russian Doll, the Venetian Blind design corresponds

to having a single global element declaration that nests local XSD elements (that

further nests local elements). However, local Elements uses types (simpleType and

complexType), when needed, that are defined within global namespace. Listing 3.3

presents design of same example as Venetian Blind.

• Garden of Eden A normalized XML schema format, combination of Venetian

Blind and Salami, that incorporates all possible Elements declarations and types

definitions in the global namespace, with the Elements referenced as needed. List-
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ing 3.4 presents Garden of Eden design of same example.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:simpleType name="Title">

<xs:restriction base="xs:string">

<xs:minLength value="1"/>

</xs:restriction>

</xs:simpleType>

<xs:simpleType name="Author">

<xs:restriction base="xs:string">

<xs:minLength value="1"/>

</xs:restriction>

</xs:simpleType>

<xs:element name="Title" type="Title"/>

<xs:element name="Author" type="Author"/>

<xs:element name="Thesis">

<xs:complexType>

<xs:sequence>

<xs:element ref="Title"/>

<xs:element ref="Author"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

Listing 3.4: Garden of Eden style XSD.

• Bologna: A design pattern that is actually not a defined style and uses combination

of global and local Elements, by default. This style conform otherwise to prior

designs can be considered as Bologna design style as shown in Listing 3.5.

<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema">

<xs:element name="Title" type="xs:string"/>

<xs:element name="Thesis">

<xs:complexType>

<xs:sequence>

<xs:element ref="Title"/>

<xs:element name="Author" type="xs:string"/>

</xs:sequence>

</xs:complexType>

</xs:element>

</xs:schema>

Listing 3.5: Bologna style XSD.
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Table 3.1 compares main XSD design styles proposed by XML schema community

(Darr et al. 2011, McBeath and Hinkelman 2004) are adapted accordingly to the reusabil-

ity of XSD components that are made available at different levels. StyleVolution (Brahmia

et al. 2019) proposed a suite of procedures, featuring conversions from an XSD design style

to another, that can facilitate the reuse and exchange of schema specifications encoded

using the XML schema language. However, style conversion operations are complicated,

error-prone, and impact XML schema specifications if not carefully performed.

3.4 XSD Specifications of ifcXML and CityGML

In this section, the XSD components of ifcXML and CityGML formats are inspected

to understand their structure, complexity and design style. Eventually, these factors

affect the process that considered XSD documents for formalization and mapping to

other formats like OWL, which will be discussed later in Section 3.6. To comprise rich

semantic and geometric BIM and GIS information, XML-based data formats like ifcXML

and CityGML models are devised with complex XSD structures, respectively. Based on

the previous section’s design styles, proceeding XSD designs for their schema structures

are scrutinized as a hybrid in design styles. Listing 3.6 shows a snippet XSD schema

from IFC 4X1 format that displays elements’ composition bisects designs of Russian Doll,

Garden of Eden, Venetian Blind and Salami Slice. Similarly, a snippet of cityGMLBase

XSD schema in Listing 3.7 shows schema style characterized more as Bologna design

style, which is not a recommended XSD design style (Brahmia et al. 2019).
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<?xml version="1.0" encoding="UTF-8"?>

<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" xmlns:ifc="http://www.

buildingsmart-tech.org/ifc/IFC4x1/final" .. >

...

<xs:element name="IfcWindow" type="ifc:IfcWindow"

substitutionGroup="ifc:IfcBuildingElement" nillable="true"/>

<xs:complexType name="IfcWindow">

<xs:complexContent>

<xs:extension base="ifc:IfcBuildingElement">

<xs:attribute name="OverallHeight" type="ifc:IfcPositiveLengthMeasure" use="

optional"/>

<xs:attribute name="OverallWidth" type="ifc:IfcPositiveLengthMeasure" use="

optional"/>

<xs:attribute name="PredefinedType" type="ifc:IfcWindowTypeEnum" use="optional"/>

<xs:attribute name="PartitioningType" type="ifc:IfcWindowTypePartitioningEnum"

use="optional"/>

<xs:attribute name="UserDefinedPartitioningType" type="ifc:IfcLabel" use="

optional"/>

</xs:extension>

</xs:complexContent>

</xs:complexType>

...

<xs:group name="IfcUnit">

<xs:choice>

<xs:element ref="ifc:IfcDerivedUnit"/>

<xs:element ref="ifc:IfcMonetaryUnit"/>

<xs:element ref="ifc:IfcNamedUnit"/>

</xs:choice>

</xs:group>

</xs:schema>

Listing 3.6: Sample snippet from IFC 4x1 XSD design.

Table 3.2 provides the schema specifications of different XSD components for selected

IFC and CityGML formats, along with an example set that is considered further in this

research and schema of an IFC dataset from GeoBIM benchmark (Section 4.2.1). The

Tables 3.2 provides the usage of XSD components for a better understanding of informa-

tion that can be represented in other exchange formats. Since the IFC is a comprehensive

yet complex data format, and XML stores information in large format, the schemas are

considerably large in size and components (as shown in Table 3.2).
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<xs:schema xmlns="http://www.opengis.net/citygml/2.0" xmlns:xs="http://www.w3.org/2001/

XMLSchema" .. >

...

<xs:complexType name="AbstractCityObjectType" abstract="true">

<xs:complexContent>

<xs:extension base="gml:AbstractFeatureType">

<xs:sequence>

<xs:element name="creationDate" type="xs:date" minOccurs="0"/>

<xs:element name="terminationDate" type="xs:date" minOccurs="0"/>

<xs:element name="externalReference" type="ExternalReferenceType" minOccurs="0"

maxOccurs="unbounded"/>

<xs:element name="generalizesTo" type="GeneralizationRelationType" minOccurs="0

" maxOccurs="unbounded"/>

<xs:element name="relativeToTerrain" type="RelativeToTerrainType" minOccurs="0"

/>

<xs:element name="relativeToWater" type="RelativeToWaterType" minOccurs="0"/>

<xs:element ref="_GenericApplicationPropertyOfCityObject" minOccurs="0"

maxOccurs="unbounded"/>

</xs:sequence>

</xs:extension>

</xs:complexContent>

</xs:complexType>

...

<xs:complexType name="AddressType">

<xs:complexContent>

<xs:extension base="gml:AbstractFeatureType">

<xs:sequence>

<xs:element name="xalAddress" type="xalAddressPropertyType"/>

<xs:element name="multiPoint" type="gml:MultiPointPropertyType" minOccurs="0"/>

<xs:element ref="_GenericApplicationPropertyOfAddress" minOccurs="0" maxOccurs=

"unbounded"/>

</xs:sequence>

</xs:extension>

</xs:complexContent>

</xs:complexType>

<xs:element name="_GenericApplicationPropertyOfAddress" type="xs:anyType" abstract="

true"/>

...

<xs:complexType name="xalAddressPropertyType">

<xs:annotation>

<xs:documentation>Denotes the relation of an Address feature to the xAL address

element.</xs:documentation>

</xs:annotation>

<xs:sequence>

<xs:element ref="xAL:AddressDetails"/>

</xs:sequence>

</xs:complexType>

...

</xs:schema>

Listing 3.7: Sample design snippet from cityGMLBase XSD.
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annotation - 19 18 20 - - - -
attribute 1 - - - 20 402 1467 1479
attributeGroup - 3 7 8 - 281 116 117
choice - 1 - - - 298 61 61
complexContent 1 5 20 21 - 659 774 782
complexType 2 11 27 29 21 1471 1126 1139
documentation - 19 18 20 - - - -
element 3 35 139 153 53 2936 2044 2067
enumeration 2 11 - - - 1310 1638 1643
extension 1 5 20 21 - 935 888 898
group - - - - - 222 181 181
import - 2 2 2 - 1 - -
length - 3 - - - - -
list - 1 - - - - 52 55
maxInclusive - 2 - - - - - -
maxLength - - - - - 1 15 15
minInclusive - 2 - - - - - -
minLength - - - - - 1 32 33
restriction 1 7 - - - 282 386 389
schema 1 1 1 1 1 1 1 1
sequence 1 10 27 29 11 607 399 408
simpleContent - - - - - 279 118 120
simpleType 1 8 - - - 279 434 440

Table 3.2: XML schema specifications for different component of multiple sets of XML
schemas.

Furthermore, the extracted information of these XSD components is filtered for only

complexType tag and presented in Figure 3.4 to specify more the global complexType,

easier it is to map as the local declaration is anonymous and requires custom naming.

Similarly, Figure 3.5 details for the element tag of the selected XML schemas. More

element declarations with type or ref results in better mappings considerations which

are considered in CityGML schemas, unlike IFC formats. Since the XSD design patterns
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Figure 3.4: Percentage distribution of the declaration of Global and Local complexType
tags among input XML schemas.

of presented XSD schemas are defined in numerous ways, the solutions to implement a

generalized XML schema pattern recognition algorithm and consequently mapping it with

OWL representation becomes difficult. It may lead processes towards laborious efforts

requiring manual validation.

3.5 Using XML Schema for Ontology Generation and Alignment

The previous sections provided details on the semantic web and its technology stack’s

potential, followed by details on XML documents validated by their XSD structures.

Due to their close nature of XML environments, the XML and semantic web have been

investigated for interoperability. These technologies complement one another in terms

of interdisciplinary information exchange that is extensible and flexibility (Bikakis et al.

2013). Many efforts have been made for both perspectives of ontology development and

mapping (alignment) of the built ontologies. The sections below provide details on each
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Figure 3.5: Percentage distribution of element tag across XML schemas either with
attributes type or ref, or anonymous declaration.

approach adapted for XML/XML schema:

3.5.1 Transforming XSD to OWL Models

The art of ontology development is complicated, mostly with manual approaches (Liu

et al. 2017). Expressing correct semantics of data in an ontological representation itself

requires domain knowledge. The literature highlights semi (Bedini et al. 2010a, Cruz and

Nicolle 2008, Yahia et al. 2012) or fully-automated processes (Minutolo et al. 2014) for

ontology generation. However, the frameworks are manifested mainly for B2B (Business

to Business) or text-based approaches and include minimal extension towards geospatial

domain ontologies (Bedini and Nguyen 2007, Hacherouf et al. 2015). Also, ontology en-

richment purely depends on defined rules for semantic representation of XSD components

and their relations for respective data.

As ontology generation is the key element of this document, Table 3.3 outlines what
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Approach Transformation Consistency Formal XSD Elements
Count

OWLMAP (Ferdi-
nand et al. 2004)

Automatic No No 14

XML2OWL (Bohring
and Auer 2005)

Automatic No No 8

XS2OWL (Tsinaraki
and Christodoulakis
2007)

Automatic No No 7

XSD2OWL (Cruz
and Nicolle 2008)

Semi-Automatic No No -

X2OWL (Ghawi and
Cullot 2009)

Automatic No No 9

JANUS (Bedini et al.
2011)

Automatic No No 19

EXCO (Lacoste et al.
2011)

Automatic No No 10

Nora Y. Approach
(Yahia et al. 2012)

Automatic No No 9

XSD2OWL2 (EL Ha-
jjamy et al. 2017)

Automatic Yes Yes 17

PIXCO (Hacherouf
et al. 2019)

Automatic Yes Yes 24

Table 3.3: Comparison study of XML/XSD to OWL transformation approaches by Hach-
erouf et al. (2015, 2019) sorted by year of their publications.

options are available in terms of building an ontology. Listed studies in Table 3.3

have been conducted to define correspondences between XSD and OWL which converts

given XML files to OWL format using transformation tools. As an example, Table 3.4

shows the details of mapping rules defined between two formalisms. It demonstrates

that owl:DatatypeProperty relates to individuals with simpleType or literal data (e.g.

strings, numbers, data time etc.). In contrast, owl:ObjectProperty relates to individ-

uals with more complex relations (e.g. defined objects, external objects). While these

available approaches provide promising solutions, they lack ready tools for implementing

and handling complex XSD schemas with different design styles.
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Apart from ontology development, mapping ontologies still requires improvements as

semantic web is still not mature. Therefore for BIM and GIS domain, automatic on-

tology generation and mapping methods are being investigated across the studies (An

and Park 2018). Although approaches are developed for improving individual ontologies

for CityGML ontology (Métral et al. 2010, Zalamea et al. 2013), however, they require

manual tuning (Métral et al. 2013). Only one ontology standard exists for BIM ontolo-

gies, namely ifcOWL (Pauwels and Terkaj 2016) that implements conversion patterns

to convert EXPRESS into OWL. Therefore, before ontology mapping, a comprehensive

methodology for ontology generation needs to be devised.

XSD OWL
xs:complexType/group/attributeGroup owl:Class
xs:simpleType/attribute owl:DataTypeProperty
xs:element (of complex Type) owl:ObjectProperty, rdfs:subClassOf
Element Type (or attribute) local owl:allValuesFrom
xs:sequence/all owl:intersectionOf
xs:choice Boolean Expression owl:intersectionOf,

owl:unionOf and owl:complementOf
minOccurs/maxOccurs owl:minCardinality/maxCardinality/

cardinality
substituitionGroup owl:subClassOf

Table 3.4: XSD to OWL mapping rules defined in OWLMAP (Ferdinand et al. 2004)

3.5.2 Mapping of Ontology Models

The ontology development is a step towards creating an extensive vocabulary to be

mapped with other existing or newly developed ontologies. Ontology alignment, also

called ontology mapping, is the key to reaching interoperability over cross-domain on-

tologies (Raad and Evermann 2015). It has been investigated for several years with
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specialized studies to formally integrate ontologies or knowledge-bases formed in differ-

ent domains (Farah et al. 2016, Giunchiglia et al. 2012). Heterogeneous domain data

like BIM and GIS requires linking entities (concepts) before cross-domain information is

available for processing. The integration of these distributed ontologies establishes cross-

domain integrated ontology for information analysis and knowledge-graph applications.

However, these approaches are generally limited to corpus-based studies, which further

requires investigating alignment knowledge for entities and information specific to other

domains like geospatial. Some of these approaches adapted for geospatial ontology align-

ment are either manual or lacks in mapping across entities (Deng et al. 2016, El-Mekawy

and Östman 2010, Hbeich and Roxin 2020).

The literature highlights the significance of integrating semantic data from heteroge-

nous sources (Keeney et al. 2011), majorly investigating interoperability among XML

documents using semantic web (Bikakis et al. 2013). The semantic enrichment pro-

cess for urban analysis involves data heterogeneity towards multi-jurisdiction analysis

and comparison (Chen et al. 2020). For this study, we investigate an innovative ap-

proach towards mapping geospatial data, which mainly applies semantic-based Word2vec

algorithm (Mikolov et al. 2013) and structure-based Node2vec algorithm (Grover and

Leskovec 2016) for ontology alignment of BIM and GIS ontologies. Further details of

these approaches are presented in Section 5.1.2.
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3.6 Potential Solution for Ontology Generation

In sections earlier, the Chapter presented detailed literature on ontology generation and

alignment techniques. However, before semantic alignment, a fully automated proce-

dure for generating ontology from XML schema remains in question. In this section,

Janus (Bedini et al. 2010b) and PIXCO (Hacherouf et al. 2019) methods of XSD to OWL

methodologies are presented from literature with the potential of solving the automatic

ontology generation problem. These methods are briefly presented in the below sections;

then, revised solutions of the considerable transformation patterns proposed by JANUS

and improvements on three-steps of PIXCO are identified – that are critical for different

XSD designs and overlooked during the transformation process.

Janus

Bedini et al. (2011) proposed a process to generate OWL2-RL ontology by transforming

XML schema using patterns and a developed prototype tool called Janus for its valida-

tion. A transformation pattern is a corresponding representation of an XSD sub-structure

to an equivalent OWL ontology model. The method presents 40 transformation patterns

while considering 19 XSD elements compared to similar approaches presented in Ta-

ble 3.3. Janus provides Table II-VII with six groups presenting 40 patterns. The first

columns present a particular XSD schema structure, and the corresponding OWL model

representation is shown in the second column. The correspondence rules are promising

and are adapted in the PIXCO study presented below.
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# XSD Constructs OWL construct (Turtle syntax)
1 〈simpleType name="st name"〉 ag:st name rdf:type rdfs:Datatype .

3 〈complexType name="ct name"〉 ag:ct name rdf:type owl:Class .

27 〈complexType name="ct name"〉
〈attribute name="attr name"

type="st name"/〉

ag:has attr name rdf:type

owl:DatatypeProperty ;

rdfs:domain ag:ct name ;

rdfs:range ag:st name .
34 〈attributeGroup

name="attr grp name"〉
〈attribute name="attr name"

type="attr type"/〉

ag:has attr name rdf:type

owl:ObjectProperty ;

rdfs:domain ag:attr grp name ;

rdfs:range ag:attr type .

Table 3.5: A subset of mappings presented correspondence rules of XSD to OWL trans-
formation patterns from Janus Bedini et al. (2011).

PIXCO

The PIXCO methodology formally implements Janus patterns and extends patterns for

XSD components like key, unique, keyref that are not considered in Janus. The

method increases the count to 43 for transformation patterns while processing 24 XSD

elements. PIXCO framework also proposes a formal method of XSD to OWL trans-

formation by representing patterns using Formal Concept Analysis (FCA) context and

a mathematical model FS(XS) to manipulate XSD constructs. These formal models

are the basis for algorithms outlined in PIXCO methodology for pattern identification

among XSD constructs and generating a corresponding OWL model of the identified pat-

tern. Table 3.5 presents the concept of how a transformation pattern represents XSD

construction to an OWL construction.

Janus and PIXCO approach majorly focuses on corpus-based and Business to Busi-

ness (B2B) domain information transformation and exercise more towards representing

key concepts and relations in ontology development from XML schemas. However, it be-
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comes challenging to transform complex XML schema structures where XSD components

are tightly associated with their defined, derived, or anonymous types having discrete

relations such as in ifcXML and CityGML schemas (presented in Section 3.4).

XSD components can be mapped to different OWL expressions based on type of

components for certain transformation pattern. For example, the Table 3.5 shows the

owl:DatatypeProperty is corresponding to attribute construction for pattern #27

which incorporates type attribute value as XSD native datatype (xs:int, xs:string

etc.) or refer to simpleType. Similarly, attribute construct in #34 is represents as

owl:ObjectProperty that is formulated for complexType, leaving incorrect representa-

tion. Therefore, not all of the patterns provided in Janus handles similar edge cases and

as the XSD structure gets extensive the PIXCO algorithm omits its compliance with

transformation. Since, Janus considers maximum possible XML schema constructions,

therefore, these approaches are adapted in a manner to be implemented and extended to

provide richness in pattern identification for maximum and improved transformation.

3.7 Summary

The semantic web’s ultimate goal is to allow data to be processed automatically by tools

and shared effectively by wider communities. Therefore, the semantic web has a natural

ability to integrate information from different sources as it aims to provide machine-

accessible semantics to annotations using rich ontologies. The semantic web integration

at the process level does not change the data format and structure from both domains,
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limiting the information loss.

Therefore, the semantic web technology stack is adapted for this research study, and

this Chapter presents a descriptive overview of its technology stack. The Chapter also

presented a brief overview of XML and XML schema documents to understand their com-

ponents and design styles. They are widely used for achieving semantic interoperability

by first transforming XML to OWL and further mapping information from generated

ontology models. The Chapter also presented XSD specifications of the selected set of

XML schema for better understanding as they are evaluated further in Chapter 6 for the

evaluation process. Finally, the Chapter concludes with selecting the most appropriate

and comprehensive frameworks, Janus and PIXCO, for the ontology development process

from literature to extend and further implement the enhanced framework.

Translating XML schema models to RDF/OWL ontologies through an automated

process offers a significant advantage. It can reduce the human work necessary when

designing an ontology and the effort required to transform the heterogeneous data-formats

like IFC and CityGML into a common-format of RDF in the semantic web.

Though, as literature in Chapter 2 shows that the integration of BIM-GIS is a chal-

lenging topic. However, obtaining interoperability between BIM and GIS is promising

using semantic web technology (Herle et al. 2020). The biggest challenges of these meth-

ods are the significant efforts required at the early stage and the isolated development of

ontologies as semantic web domains are still underdeveloped and lack maturity. Defining

semantic models are mainly manual and time-consuming development processes. It does
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define ontology that can be available for future use.

Furthermore, as both systems have different contents and data structures, developing

a seamless integration system as part of the semantic web, common data format becomes

challenging to be mapped. For such, a reference ontology or cross-domain integrated

ontology must be designed to take a global view of both domains by extending and

specializing both BIM and GIS domain and other high-level ontologies (upper ontologies).

Although a comprehensive research framework is presented in Chapter 6, the reason for

such complex nature of research, the scope of this thesis is constrained to only the ontology

generation process, and remaining features are presented for future work.
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Chapter 4

GeoBIM Benchmark Project:

Investigating Interoperability

between BIM and GIS

4.1 Overview

In Chapter 2, fundamental problems of information loss and geometric variance associ-

ated with the integration of BIM and GIS are substantiated. It underlined limitations

of adapted and undergoing integration solutions. Moreover, it showed limited correspon-

dence of the available mainstream technical solutions with the world of practice. To

address this linking challenge, several leading projects have been instigated to investigate

and fill the interoperability gap between GIS and BIM, such as OGC Future City Pilot2,

2https://www.ogc.org/projects/initiatives/fcp1/
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GeoBIM at TUDelft3, and more recently, the GeoBIM Benchmark4. The benchmarking

initiative involves recruiting participants from a variety of backgrounds, with different

expertise, skills and interests (e.g. BIM, GIS and more), to test the available software

tools and procedures with adequate datasets. A project aims to provide insights into

the current state-of-the-art against the implementation of open-standards in the 3D Geo

and BIM domains and identify compatibility issues and points for improvement. The

benchmark investigates four topics:

• Task 1: What is the support for IFC within BIM (and other) software?

• Task 2: What options for geo-referencing BIM data are available?

• Task 3: What is the support for CityGML within GIS (and other) tools?

• Task 4: What options for conversion (IFC ←→ CityGML) are available?

This chapter features participation in the GeoBIM Benchmark project (Noardo et al.

2020a) to utilize existing software tools to assess the given 3D GIS and BIM open-

standards, IFC and CityGML, respectively. Moreover, their integration and formulate

recommendations in-order for further developing the standards and the tools that imple-

ment them. Although each task encompasses the analysis of standard functionalities like

reading, visualize, import, manage and analyze. This study mainly focuses on the contri-

bution in topic of Task 4 – “What options for conversion (software and procedural) (both

3https://3d.bk.tudelft.nl/projects/geobim/

4https://3d.bk.tudelft.nl/projects/geobim-benchmark/
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IFC to CityGML and CityGML to IFC) are available?” discussing additional features of

export and convert. This section provides an overview of this chapter. The rest of the

chapter is outlined as follows: Section 4.2 focuses on benchmark materials, including IFC

and CityGML datasets and results template provided for a given task; Section 4.3 delves

with the series of experiments and results carried out using proprietary software tools

and benchmark datasets and lastly, Section 4.4 concludes this chapter.

4.2 Benchmark Materials

The GeoBIM Benchmark project permits adequate datasets and results templates as

online submission forms (Noardo et al. 2019b), to direct benchmarking activity without

biases and ensure consistency in benchmark results, standardizing the responses from

participants as far as possible. Thus, any anomalies in submitted results can be linked

back to specific software, procedure or tool handling the particular data—the subsections

below further elaborate on the materials distributed for the activity.

4.2.1 Provided Data for Benchmark

The project recognizes adequate provisioning data for consistent results across tasks as

one of the most critical challenges. Potentially, the datasets are identified and prepared

(pre-processed) for this activity to serve the benchmarking purpose effectively. Several

IFC and CityGML datasets (Noardo et al. 2019a) from real-world practice and within

the academic environment were provisioned for this activity as a critical component to
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IFC Data
Name File Size Comments
Myran 27.78 MB Small georeferenced architectural building model in Sweden to

test main software functionalities.
Savigliano 22.07 MB Building model in Italy to test IFC4 support by procedures and

tools.
UpTown 246.82 MB Large complex building data in Rotterdam for hardware and

software related performance and support.

IFCGeometries
31 KB Set of modelled geometries in IFC2x3 to test interpretation and

support of specific geometric types.
27 KB IFC4 version of similar modelled geometries to test the geomet-

rical support behavior.
CityGML Data

Buildings 1.36 MB Procedurally modelled buildings in LoD3 to test tool and re-
lated classes support.

Rotterdam 34.72 MB Texturized district model in Rotterdam with LoD1 and LoD2
to test multi-LoD software support.

Amsterdam 5.02 GB Seamless 3D city model of Amsterdam with CityGML entities
(buildings, roads, water etc.) for hardware and software tests
related performance and support of city entities.

Table 4.1: Noardo et al. (2019a) presented list of datasets for GeoBIM benchmark activity.

consider all tested software, tools and procedures comparable on an equal basis. While

most of datasets5 are free to download, IFC files were accessible to participants only.

Table 4.1 enlists included datasets, and sections below present the summary for the

details of these models:

IFC Data

• Myran: A georeferenced IFC2x3 model of a 2-floor office building in Falun, Swe-

den representing the architectural model of BIM (Figure 4.1a). The semantics in

data are employed accurately, and many attributes are filled; however, as shown in

Figure 4.1b, the grouping of entities across the storeys is not consistent.

5https://3d.bk.tudelft.nl/projects/geobim-benchmark/data.html
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(a) (b) (c)

(d) (e) (f)

Figure 4.1: IFC data provided for benchmarking (Noardo et al. 2019a) to test software
tools and procedures on equal basis: (a) georeferenced Myran.ifc model (b) entities
inconsistency among stories in Myran.ifc (c) Savigliano.ifc model (d) achitectural model
of UpTown building, (e, f) show IFCGeometries IFC2x3 and IFC4, respectively.

• Savigliano: It is the IFC2x3 model of a designed residential building with a series

of low–rise tower blocks in Savigliano, Italy (Figure 4.1c). The data represents an

architectural model of BIM and does not include georeferencing data.

• UpTown: An IFC4 model of a large residential tower in Rotterdam, Netherlands

representing the architectural BIM model (Figure 4.1d), to test significant dimen-

sions associated with software and hardware performances. Instead of an explicit
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definition of IFC entities for distinct elements’ information, the model has many

generic IFC entities (IfcBuildingElementProxy) to cover the semantics of objects.

• IFCGeometries: A specific set of geometries modelled using a range of modelling

alternatives allowed in IFC, which are usually less supported or incorrectly inter-

preted by software. Two versions of geometries’ models are provided IFC2x3 and

IFC4 ( Figure 4.1e and Figure 4.1f ), specifically selected to test geometric definitions

and assess the diverging compliance within software tools supporting BIM.

(a) (b)

(c) (d) (e)

Figure 4.2: CityGML data provided for benchmarking (Noardo et al. 2019a) (a) Buildings
LoD3 model (b) Amsterdam City LoD1 model (c) Rotterdam LoD1 & LoD2 Model (d)
Separate Rotterdam LoD2 model (e) Rotterdam LoD1 model.
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CityGML Data

• Buildings in LoD 3: A procedurally generated CityGML model by the open-

source tool Random3DCity (Biljecki et al. 2016a) with more details on the facades

(Figure 4.2a). The generated model encompasses georeferenced data and is free of

geometric errors.

• Rotterdam LoD 2 and LoD 1: A multi-Level of Detail (LoD) CityGML model

produced and provided by the City of Rotterdam (Figure 4.2c) representing the

surrounding area of the UpTown building (one of provided IFC models). It is

selected to test software handling for extruded building footprints alongside more

detailed structures. The dataset also includes some errors, kept to test software

behaviours against these errors.

• Amsterdam LoD 1: It is a 3D model of the entire city of Amsterdam with all

CityGML entities (buildings, roads, vegetation, etc.) in LoD 1, see Figure 4.2b. The

open-data included a reference system and was selected as a part of the benchmark

to test software tools dealing with large models, such as one entire (medium-size)

city.

4.2.2 Results Template for Benchmark Tasks

To facilitate the comparison of obtained results from a wide participating community

and range of software packages, tools and procedures, the results template was designed
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and provided for each benchmark topic (mentioned in Section 4.1) as online forms. Tem-

plates detailing the instructions to guide through tests and collecting the answers and

results data systematically were divided into five sections: section 1 is for participants

information; section 2 asks details for tested software or tool; section 3 is for the com-

puter hardware to compare performances; section 4 is for the detailed description of the

performed conversion task and section 5 finalizing the result submission with further

information or comments. While sections 1-3, 5 are common in all benchmark topics,

section 4 is unique for each task. Since this study and subsequent chapter focuses only

on Task 46, a template of its section 4 is presented in Figure 4.3.

Section 4 - The Task 

 Please, remember to turn off all the unnecessary processes, software and tools in the 
computer during the test, and check the approximated required processing time. 
 

Use the conversion software / tool / procedure to convert the file from IFC to 
CityGML or from CityGML to IFC and answer the following questions 
 
We advise you to have a look at the whole task (described in this results template and in the 
corresponding one in word format) before beginning to answer. In this way you will be aware of what 
is asked and will not miss anything, nor lose time in going back and forward. 
 
1) Are you making a conversion: 

☐ From IFC to CityGML 

☐ From CityGML to IFC 

 
2) Are you using the file: 

☐ Myran (IFC) 

☐ Up:Town Building (IFC) 

☐ IFCgeometries.ifc (IFC) 

☐ Myran context (CityGML) 

☐ Rotterdam3D (CityGML) 

☐ BuildiongsLOD3 (CityGML) 

☐ AmsterdamLOD1 (CityGML) 

 
2.1) What LOD will result from your conversion? (LOD has to be intended as Level of detail in the 
case of conversions IFC to CityGML, or Level of Development in case of conversions CityGML to 
IFC). 

 

3) Tools and workflow 

3.1) Are you using an off-the-shelf tool? 

☐ Yes →  3.1.1) Is a completely automatic 
procedure working? 
(just pushing a button) 

 

 ☐ Yes 3.1.1.1) Give a brief description about 
where the tool can be found (e.g. on 
which menu) and how it works (from 
the installation to the end of the 
conversion)? 

3.1.1.2) Attach screenshots1 

 ☐ No 3.1.1.3) Give an extensive description 
about the tools, settings and 
workflow necessary to make the 
conversion; 

⚠ your description should be detailed 

enough to allow (non-expert) others to 
follow the same steps and obtain the 

 
1 Please, give them an understandable title, or put them in a word/pdf file with titles or captions [This 
refers to all the cases where screenshots or documents are asked to be attached] 

same results.* 

3.1.1.4) Attach screenshots / 
documentation related to the previous 
question 

☐ No, I am using a 

bespoke piece of 
software (i.e. one 
developed by me or 
my company but not 
completely available 
to the public). →  

3.1.2) Give an extensive 
description about the tools, 
settings and workflow necessary 
to make the conversion; 

⚠ your description should be 

detailed enough to allow (non-
expert) others to follow the same 
steps and obtain the same 
results.2* 
 
3.1.3) Attach screenshots / 
documentation related to the 
previous question 

 

3.2) short comments to the previous question (1) (optional). 

 

4) How long does it take for the data to be converted (computer time)? 

(approximately) 

☐ it’s almost immediate 

☐ less than a minute 

☐ 1-5 minutes 

☐ 5-20 minutes 

☐ 20 minutes - 1 hour 

☐ more than 1 hour 

☐ it crashes without completing the operation 

  

 
2*  For answering this questions you can: 
 
IN THE CASE USEFUL COMPLETE (AND SUFFICIENT) DOCUMENTATION IS ALREADY AVAILABLE: 
 
- cite references here to any useful documentation (papers, reports, tutorials, web pages...) in citation format, 
AND 
- add the link to such documentation in this answer. Otherwise, you can attach the documentation in the next 
step. 
 
IF NO COMPLETE DOCUMENTATION IS AVAILABLE: 
 
Give a detailed description as answer, possibly attaching screen shots or a compete tutorial in word/pdf format in 
the next steps 

Figure 4.3: Section 4 of the Task 4 results template for GeoBIM Benchmark submission.

6https://3d.bk.tudelft.nl/projects/geobim-benchmark/task4.html
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4.3 GeoBIM Benchmark: Task 4

The specified task investigates options for conversions (software and procedural) of data

from IFC to CityGML and CityGML to IFC. Off-the-shelf proprietary software and tools,

such as Feature Manipulation Engine (FME) by Safe Software7 and FZKViewer8 were

selected for the study of the conversion procedures and respective software performances.

Alongside conversion results were analyzed with FME Data Inspector, BIMvision9 and

FZKViewer. Below are the experiments conducted for this benchmarking activity, and

they present their submitted results with an online template submission form.

4.3.1 IFC to CityGML Conversion

To perform IFC to CityGML conversion, two approaches were adapted based on separate

tools on FME platform: FME Quick Translator10 and FME Workbench11. Following

describes IFC to CityGML conversion techniques with selected tools.

4.3.1.1 FME Quick Translator

The Quick Translator tool is designed to perform fast and easy data conversions between

numerous formats. A defined number of steps are established to use the translator tool

7https://www.safe.com/fme/

8https://www.iai.kit.edu/english/1648.php

9https://bimvision.eu/en/

10https://docs.safe.com/fme/html/FME Desktop Documentation/FME QuickTranslator/Home qt.htm

11https://docs.safe.com/fme/html/FME Desktop Documentation/FME Workbench/Home.htm
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(a) (b) (c)

Figure 4.4: Procedural steps to perform an automatic IFC to CityGML conversion using
off-the-shelf FME Quick Translator tool.

and applied across the IFC datasets to produce respective CityGML models. Below are

the steps performed for conversion using this tool:

1. Open FME Quick Translator → Getting Started → Translate (see Figure 4.4a).

2. In Translation parameters select IFC as format and IFC model in Reader’s dataset.

Select CityGML as Writer’s format and browse to select dataset output path and

choose filename. Click OK to start conversion, as shown in Figure 4.4c).

3. Converted CityGML file is created at output path.

The steps mentioned above are followed for all IFC data models (listed in Section 4.2.1)

when converting from IFC to CityGML, the procedure produces very generic models

(Figure 4.5). In fact, with most (or all) entities being the generic one in the resulting

standard data model, all entities from IFC are converted to CityGML GenericCityObject,

instigating loss of associated semantic details (attributes and entity types) and elements’

hierarchy. The procedure eliminates the reverse (bidirectional) conversion possibilities of
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the model (converting it back to IFC), thus discouraging interoperability.

Specifically for IFCGeometries data, not all geometry types like IfcRevolvedAreaSolid,

IfcExtrudedAreaSolid and IfcSweptDiskSolid, were transformed by IFC reader of FME

Figure 4.5: Quick translation results of IFC data into LoD4 CityGML models where
not all geometries were transformed, and minimal semantics were kept with CityGML
GenericCityObject feature type.

(a) (b) (c)

(d) (e) (f) (g)

Figure 4.6: FME Quick Translator tool conversion attempt for IFCGeometries (a) IFC4
(d, e) IFC2x3, where geometry types IfcRevolvedAreaSolid, IfcExtrudedAreaSolid and
IfcSweptDiskSolid highlighted are not converted; (b, c) and (f, g) show FME Data In-
spector and FZKViewer visualizations respectively.
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Quick Translator. Complex geometries in Figure 4.6 also highlight the converted geometry

of the same type that have different dimensions (height) compared with originals. Only

minimal semantics like Guid, ifc unique id, ifc parent id and Name attribute are kept

after conversion.

4.3.1.2 FME Workbench

FME is a potent Extract Transform Load (ETL) platform that allows users to define

a workspace fabricating translation or transformation procedures. Advanced users can

execute custom or detailed mapping with a specific workflow to process data through the

workbench interface. As a participant, the expertise level of using the FME platform

was very beginner, therefore for this task, an existing FME workspace12 (presented in

Figure 4.7) was sourced, modified based on errors and workflow for testing the conversion

of great detail IFC model to CityGML with LoD4. Below are the main steps performed

for transformation using the FME workbench:

1. Open FME Workbench → Open custom workspace .fmv file and click Run.

2. In User Parameters select benchmark IFC model as source IFC file and set the path

for destination CityGML document and output folder. Start the conversion process

by clicking OK.

3. If successful, converted CityGML file will be generated at output path.

12https://knowledge.safe.com/articles/1025/bim-to-gis-intermediate-ifc-lod-300-to-lod-4-cityg.html
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Last step of above the procedure is unreliable as it might be interrupted during the

transformation, and only processed features are converted. The workspace comprises of

numerous transformers that are defined for specific purposes, and can also be customized.

Each transformer is an ETL component which takes input(s) and upon execution gener-

ates specific transformed output. Other transformers or writer components further uses

output as an input to required transformation. For example, transformer BinaryEncoder

Figure 4.7: Partial visualization of a sourced example tutorial workspace for converting
IFC model to CityGML with LoD4 using FME workbench where each block represents
feature type with respective reader and writer, connected with FME transformers.
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can convert attributes containing any data by encoding binary data to text using Base64

or Hex encoding methods.

Although the workspace presented in Figure 4.7, it describes comprehensive enough

to handle most architectural IFC datasets, it gave only decent results for Myran.ifc

data, while other data IFC models have missing features and interrupted conversion pro-

cess by specific features. For example, IfcMember was not readable by the IFC reader,

which highlights if certain features read are not supported by software (tool version or

workspace), the translation will not be complete and/or suspended. The errors that

occurred during translation and transformation do not provide much detail about the

workspace process. Even transformation of processed features has different CityGML

tags, e.g. BridgeWallSurface instead of BuildingWallSurface.

Figure 4.8: Conversion results of IFC data into LoD4 CityGML models using FME
Workbench where limited features were transformed, and related semantics (attributes,
entity types and hierarchy) were kept with respective CityGML feature types.
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IfcMember feature types in IFC data are usually composed of complex or unsupported

geometries. FME Workbench runs its IFC readers sequentially, but other transformers

in the workspace attached with a reader’s features run arbitrarily. Hence, the feature

transformation process after reader till writer is random, unless done by feature caching.

Therefore, if the transformation process of IfcMember or any other feature encounters

any fatal error, it terminates the process at a random time. Nevertheless, disabling that

feature transformer continues the translation process.

The conversion for Savigliano.ifc is not properly performed by extended workspace

because of geometrical conversion error where FME workbench is unable to convert

IFMEAggregate to IFMEMultiSurface, and terminated process results only Door fea-

tures. However, CityGML writer in FME indicates IFMEAggregate is convertible format

for lod4multisurface with IFMEMultiSurface as valid geometries. Similarly, IFMEMulti-

Curve geometric conversion error in addition to IFC reader limitation of supporting solids

like IfcAdvancedBrep and IfcSurfaceCurveSweptAreaSolid and feature types of IfcType-

Object (i.e. IfcDoorStyle and IfcWindowStyle) for UpTown.ifc data results in partial

building features (Figure 4.8).

4.3.2 CityGML to IFC Conversion

Initially, CityGML to IFC conversion experiments using FME Quick Translator resulted

in IFC models with only hierarchical information with no semantic or geometric details,

and error log of unable to write objects of CityGML type like WallSurface, RoofSurface
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and GroundSurface. Hence, another proprietary software of FZKViewer was investigated

for the CityGML to IFC conversion task and below are the conversion steps performed

using this selected tool:

1. Lanuch FZKViewer → Open → Open GML File.

2. Browse CityGML dataset (file mentioned in Section 4.2.1). Click Open (here Spatial

Reference System is already set to EPSG-28992 - Amersfoort / RD New).

3. Click File → Export → IFC.

4. Select destination folder and add filename. Click Save. Before Save in Options you

can choose export version (i.e. IFC2x3 or IFC4) and even IFC specification (i.e.

.ifc, .ifcxml or .ifczip).

Figure 4.9: BIMvision visualization of converted IFC model from Buildings LoD3
CityGML data using FZKViewer shows correct semantic and geometric transformation
of features.
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Figure 4.10: Feature details of converted Buildings LoD3 IFC model shows correct map-
ping of entities.

The results of automatic procedural steps mentioned above for FZKViewer produces

correct semantics (attributes and entity types) and present relatively correct changes in

geometry for CityGML to IFC conversion. The accurate mapping of converted Build-

ingsLoD3.gml data presented in Figure 4.9 shows the hierarchy of detailed features is

kept in the converted model, and correct mapping entities are assigned, as shown in the

Figure 4.10. Even generic attributes from GML file are converted to GML:PropertySet

in IFC attributes.

AmsterdamLoD1.gml is a huge CityGML dataset generally to check software and

system’s compatibility of handling large scale dataset. The chosen system’s hardware

was able to open the file and export the IFC model without crashing. The process took

a considerably short time (approx. 8 minutes) to complete and generate only building

footprints (no building geometry) in LOD100 IFC model models. Similarly, with semantic

details, as shown in Figure 4.11, while other elements from CityGML data like bridges,

roads were discarded automatically in export by FZKViewer.

Nevertheless, FZKViewer supports the CityGML to IFC conversion, but handling
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Figure 4.11: CityGML to IFC conversion results of Amsterdam LoD1 using FZKViewer
export functionality representing building footprints with correct attribute information.

multiple LoDs export is not valid even if the process is complete. Since there is no

support in available software for IFC data with multiple LODs, the exported IFC file of

RotterdamLod2LoD1.gml is not validated and readable by BIM software.

4.3.3 Summary

Results in previous sections show that using FME workbench tool for translations or

transformations requires prior knowledge. Otherwise, with minimal expertise, either of

the two tools, i.e. FME workbench or FME Quick translator, leads to irregular geomet-

rical conversion and missing features.

Single workspace design for IFC to CityGML or CityGML to IFC data translation and

transformation in FME Workbench is impracticable against different datasets. Even the

execution of the same workspace across different Workbench software versions showing

compatibility issues were also observed. As mentioned earlier, the purpose of the bench-

mark Task4 activity was to investigate the off-the-shelf tools and procedures for the IFC

to CityGML and CityGML to IFC interoperability, creating functional workspaces with

workflow for discrete datasets is time-consuming research itself and out of scope for this
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study.

FME Quick Translation provides limited geometrical conversion from IFC to CityGML

with loss in semantic and structural information. On the contrary, FZKViewer software

tool that is generally used to view and analyze GIS and BIM models, not directed as

an off-the-shelf conversion solution. However, it supports promising options of exporting

data into multiple formats like Collada, STL, including CityGML to IFC with different

IFC formats. Exporting multi–LOD IFC model against multi-LoDs CityGML data from

software like FZKViewer requires extra efforts, with a possible solution to separate export

model filtered on LoD.

Overall, the hardware used in this participation was adequate to run software tools for

conversion procedures with a minimal number of crashes during the conversion process.

Table 4.2 shows the time interval of each conversion task for IFC and CityGML model

across FME Workbench, FME Quick Translate and FZKViewer tools. For large datasets

like “UpTown.ifc” and “Amsterdam.gml”, the transformation takes longer to complete,

IFC to CityGML Conversion
Name File Size Experiment 1 Experiment 2
Myran 27.78 MB 42s ∼3m

Savigliano 22.07 MB 90s –
UpTown 246.82 MB 44m 59s 57m 55s

IFCGeometries
31 KB 2 –
27 KB 1.5 –

CityGML to IFC Conversion
Buildings 1.36 MB ∼2s –

Rotterdam 34.72 MB – –
Amsterdam 5.02 GB ∼8m –

Table 4.2: Conversion time for Task4 attempts, Experiment 1 and 2 for IFC to
CityGML denotes FME Quick Translator and FME Workbench conversions respectively,
for CityGML to IFC Experiment 1 is for FZKViewer conversions.
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but the system was able to complete the process without crashing the software.

4.4 Study Analysis and Conclusion

Although, Noardo et al. (2019b) shows prominent interest for the Task4 participants’

registration, the moderate result attempts submitted in Noardo et al. (2020a) highlights

the challenges in IFC ←→ CityGML conversion procedures and room for improvements.

While there were successful attempts of IFC to CityGML conversion delivered for the

benchmark results, including a consistent conversion technique from a typical BIM struc-

ture (solids and detailed elements) to GIS (external, less detailed surfaces) by means of

specific workflow in FME and ArcGIS Pro-Data Interoperability extension, and another

attempt of using IFC2CityGML tool (Stouffs et al. 2018); other delivered conversions

also produced generic models with GenericCityObject elements. Even with successful

attempts, processes were very complex with outputting irregular geometries and involved

limitations of relying upon CityGML v.3. Therefore, prior knowledge and expertise of

tools like FME Workbench are required to achieve relatively successful results.

For the CityGML to IFC conversion results, geometric processing is minimal, but the

semantics associated with elements changed correctly according to the destination data

model. FZKViewer provides better semantic and geometric mapping and transformation

of CityGML to IFC data by keeping the model structure, enabling bidirectional conversion

compared to the off-the-shelf FME Quick Translation tool. Furthermore, exported models

from FZKViewer show consistency in file size if experiments are to be repeated, unlike
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FME Quick Translator and Workbench.

In terms of software potential, IFC reader in FME Quick Translator does not support

all geometry types as well as transformers unable to interpret and translate complex

geometries. Even a few converted complex geometries have different dimensions compared

with the original. Visualization tools, on the other hand, provide a different rendering of

normal surfaces in geometry across the software of FZKViewer and FME Data Inspector

(Figure 4.6).

A conclusion drawn from this benchmarking activity is not easy, and existing software

tools and procedures offer systematic interoperability between BIM and GIS. It should

be also be noted from the study the standards bodies themselves and the community

are focusing on this interoperability problem. The reason is the high-level complexity

of standards and specific approaches to defining entities (including geometries), making

them very difficult to implement, understand, deploy, and use.

Therefore, following this GeoBIM benchmark activity and literature for the need of

interoperability of BIM and GIS, instead of data conversions leading to information loss

or designing application-oriented extensions, further study is conducted with the aim

towards achieving semantic interoperability among data models of BIM and GIS using

Semantic Web Technology, as the main goal of this research. A study focused on bringing

heterogeneous data in a common format of semantic web domain for seamless integration

– from where information can be extracted and facilitated for substantially generalized

future solutions.
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Chapter 5

Methodology: Ontology

Generation of an XML Schema

In this chapter, the comprehensive framework of the tailored methodology – automatic

ontology generation of an XML schema – is presented as a step towards broad research

to achieve interoperability of BIM and GIS data with sensors information using seman-

tic web technology stack. The proposed transformation methodology is an extension of

PIXCO (Hacherouf et al. 2019) and Janus (Bedini et al. 2011) frameworks, which imple-

ments essential components and logical associations for the maximum transformation of

XSD elements into their appropriate OWL representations. The methodology focuses on

generating ontology from XML-based ifcXML and CityGML schemas of BIM and GIS

domain, respectively.

The methodology in this dissertation proposes the framework of ontology generation

as a first-module of the conceptual framework initially designed to commence this re-
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search study for the broad research approach of semantic interoperability of BIM and

GIS data linked with IoT (Internet of Things) by exploiting semantic web techniques.

However, based on the complexity of BIM-GIS integration problems, limitations with

nascent research in the semantic web domain, and unavailability of working prototypes

for semantic integration (detailed in Chapter 2 and 3); the scope of the devised study

was focused to the only first-module (ontology generation) of broad research. It focuses

explicitly on establishing a formal method for the semantic representation of schema ele-

ments of ifcXML and CityGML formats. Henceforth, the first module of the preparatory

framework is developed and presented in this research to achieve the seamless information

exchange’s further integral goal among BIM, GIS, and IoT.

The organization of this Chapter is as follows: Section 5.1 features the preparatory

conceptual framework with three-modules of initial broad research approach of semantic

integration of BIM and GIS with IoT data (referred to as preparatory or primary research

methodology); Section 5.2 elaborates the proposed design and development first-module

of the preparatory framework for automatic ontology generation from XML schemas (on-

wards referred as a research methodology or contemporary research); Section 5.3 delves

with in-depth details of improvements made in initial framework and considerations in

the framework; and in the last Section 5.4, a summary of this Chapter for the established

methodology in the direction of implementation is addressed.
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5.1 Preparatory Conceptual Framework for Semantic Integration

To accomplish primary research objectives, a conceptual framework for comprehensive

semantic level integration of BIM and GIS further incorporating IoT data is outlined

in Figure 5.1; addressed as preparatory (primary) methodology. The span of frame-

work design is a composite of multiple processes and algorithms. Accordingly, indicated

methodology is divided into three modules and presented in the following sub-sections:

(i) a formal method of ontology generation utilizing XML schema documents of BIM

and GIS data with former architecture named Ontology Generation for Geospatial Data

(OGGD) is introduced in Section 5.1.1; (ii) mapping of discretely generated BIM and GIS

ontologies as an innovative approach involving semantic and structural alignment tech-

niques are proposed in Section 5.1.2 as Ontology Alignment for Geospatial Data (OAGD),

that utilizes ontologies generated in the previous module for better mapping of entities

among both domains; and finally, generation of RDF graph by extracting information

from respective XML-based data-format of BIM, GIS, or IoT, and mapping it with cross-

domain ontology (obtained from the second module) to achieve integrated information as

the common data model is described in Section 5.1.3.

As mentioned earlier, the extensive preparatory framework primarily focuses on se-

mantic interoperability of data from three domains to essentially address seamless in-

formation exchange. From the three-modules of the manifested framework presented in

Figure 5.1, only the first-module is implemented in this research study; nonetheless, all

are discussed in the following sections:
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Figure 5.1: A comprehensive conceptual framework of primary methodology introduced
for the seamless integration of BIM and GIS data linked with IoT.

5.1.1 Ontology Generation for Geospatial Data (OGGD)

In the primary framework illustrated in Figure 5.1, OGGD, as the first-module, defines the

initial steps of automatically generating ontology for a given schema document. Ontology

models are generated in an OWL format by extracting information from XSD of ifcXML

and CityGML standards.
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The design of OGGD itself is based on three steps (phases) (see Figure 5.1). The

first step utilizes XSD constructs of XML schemas to develop a formal model named

Formal Structure of XML Schema FS(XS). Alongside, it performs formalization of

defined sets of XSD to OWL Janus transformation patterns in a Formal Concept Analysis

(FCA) context. In the second step, patterns are identified across XSD constructs using

the FS(XS) model and transformation patterns, which further proceeds to pertinent

patterns for each specified XSD construct. Finally, in the last step, each XSD construct

associated with an appropriately identified transformation pattern is represented as an

ontology fragment, later adjoined into a consolidated OWL model. Henceforth, for a

given x XSD, respective ontology models of Ox is generated from aggregated ontology

fragments. In-depth details of this module are discussed in Section 5.2 as the major

contribution of this research study.

5.1.2 Ontology Alignment for Geospatial Data (OAGD)

The second module design of the primary conceptual framework includes the alignment of

cross-domain ontologies named OAGD; an automatic alignment (mapping) process that

determines the semantic-relations (correspondences) between concepts (entities) repre-

sented as classes and individuals, among generated OBIM and OGIS ontologies from the

previous module.

In this module, the features are extracted from OBIM and OGIS ontologies in a sets of

classes, properties and individuals along with annotations. Further, the sets are stacked
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in a formal form of lists or dictionaries for initiating the efficient retrieval of specific

entities and their correspondences. Next, to procure the alignment and imply poten-

tial ontology mapping relations (e.g., one-to-many, many-to-one, or many-to-many), the

semantic-based Word2vec (Mikolov et al. 2013) and structure-based Node2vec (Grover

and Leskovec 2016) algorithms are implied. The integration of these machine learning

algorithms in OAGD will estimate the similarity between entities for better alignment

results. In particular, these algorithms utilize each entity from an ontology graph to be

learned and represented in vector formats for estimating the similarity between entities

composing a correspondence. Furthermore, from these vectors, an aggregated confidence

value representing similarity assessment between mapping entity nodes can be estimated,

which potentially identifies two entities aligned by their similarity level. Such process of

aggregating similarity measures is defined as similarity aggregation, and can be applied

using weighted average similarity proposed in Acampora et al. (2013) which illustrates

Equation 5.1 applies aggregated similarity value for c as:

simaggregate(c) =

h∑
i=1

wi × simi(c) subject to

h∑
i=1

wi = 1 (5.1)

where for ith similarity measure, wi is the associated weight of h similarity measures

and simi(c) is the similarity value computed against each correspondence c for an align-

ment A with the k correspondences; such that i = {1, 2, ..., k}, for correspondence ci.

Geng et al. (2020) is a leading study that implies alignment technique employs semantic-

based and structure-based similarities aggregated together according to the weighted av-
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erage similarity between two entity nodes determine the similarity results between the

entities of two domains. Consequently, indicating confidence is estimated as equal-to re-

lation between every two entities of respective ontologies. Indicated study also evaluates

the semantics relation recognition by utilizing well-known information retrieval precision

and recall assessment. Nevertheless, the OAGD framework built on this procedure pre-

sented for ontology alignment is comprehensive and supported by an evident study to

correlate between two cross-domain entities of BIM and GIS. Due to the tangled and

supplementary scope of the ontology generation process, our research was limited to only

the first module of the primary framework. Furthermore, a correlation between entities in

complex ontologies demands to precede enriched ontology models to be reckoned in this

module. This alignment OAGD module was primed, indicating aligned entities would be

investigated and integrated with the future study scope of linking cross-domain ontology

of BIM and GIS systems.

5.1.3 Semantic Graph Generation

OWL representation of ontology assists reasoning and inference. In contrast, RDF is the

core of the semantic web and annotates to link data. In the last module of the preparatory

framework, RDF graphs will be produced for data from ifcXML and CityGML datasets

utilizing inference from respective generated ontology models, OBIM and OGIS in the

first-module, and linked cross-domain ontology from second-module.

The similarity correspondence of cross-domain ontology is to bridge the gap between
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BIM and GIS. It shows the prospect of generating an interlinked RDF graph, a com-

mon data model in the semantic web. Moreover, sensor data (IoT) as linked data can

potentially be interlinked with this common data model in representing it in subject-

predicate-object format. Henceforth, these RDF graphs will potentially represent the

information exchange of sensors adjoined with geospatial entities in a cross-domain in-

tegrated graph structure. RDF graphs produced for such semantically rich geospatial

and IoT information are considerably sizable and likely requires optimizations; for query-

ing, storing and managing operations. To address these, cluster-based and community

optimization techniques can be applied for manipulating RDF graphs with exhaustive

information.

Nevertheless, the primary framework modules provide a comprehensive workflow to-

wards achieving the interoperability between BIM and GIS and using a semantic web

technology stack, a potential system with seamless information exchange of integrated

BIM and GIS with IoT data. However, the scope of this research study was made limited

to only the first-module due to limitations mentioned earlier. This dissertation focuses

only on the first module of the primary framework, delegating detailed second and third

modules of the preparatory research framework to be scrutinized in succeeding studies.

5.2 EPIXCO Framework

The contemporary framework of this research study focuses explicitly on OGGD (Section

5.1.1) by proposing a detailed extension in the design of its first module of the prepara-

79



1. Formalization

 JANUS + PIXCO 
Patterns

Input
XSD

XSD
Formalization

Patterns
Formalization

Patterns
Identification

Pertinent
Patterns

Ontology
Generation

Processing Algorithm

Input/Output

API

FS(XS) ModelPatterns FCA
Model

PI sub matrix

getidentifiedpatterns

FALSE

All XSD
constructs

marked

getpertinentpatterns

PI Matrix

PP Matrix

TRUE

PI sub matrix

PP sub matrix

OWL Model

Processed Instructions

Data Models

Legend

3. Ontology Generation

2a. Patterns Identification 2b. Similar Patterns Filtration

Figure 5.2: A formal methodology design of EPIXCO for automatic ontology generation
of XML schema by using transformation patterns.

tory framework to address the automatic generation of ontologies from XML schemas,

explicitly focusing on XSD of ifcXML and CityGML formats.

Primarily, the tentative design of OGGD underlines the formal architecture from

PIXCO (Hacherouf et al. 2019) to utilize an extensive patterns-based transformation ap-

proach of ontology generation from XML schema documents. To complement this, a com-
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prehensive framework EPIXCO (Enhanced Patterns Identification for XSD Conversion

to OWL) is introduced in Figure 5.2 as an improvement to the initially developed OGGD

design (Usmani et al. 2020) by enabling an extensive identification of transformation

patterns introduced in Janus and revamping the formalization and ontology generation

methods from PIXCO.

For better illustration, going forward few terminologies will be used interchangeably:

transformation patterns or simply patterns are collective of XSD to OWL correspondence

patterns from PIXCO and Janus approach. XSD components or tags are elements of

XML schema where each XSD construction (construct) comprises an XSD component

and attributes. The EPIXCO methodology implements multiple algorithms assisted by

sub-algorithms and is majorly categorized into three-phases which are elaborated in the

following sections:

5.2.1 Formalization of XSD and Transformation Patterns

The formal modelling process of data and related components encourage swift informa-

tion retrieval and exchange across the framework. In this phase, an input XSD schema is

formalized in a model along with adapted transformation patterns. An XSD is a collection

of XSD constructs in a hierarchical structure, where each construct represents an XSD

element accompanied by one or more attributes. Collectively, these XSD components

forming the XSD construct have several representation cases (check Section 3.3 for de-

tails). Subsequently, a transformation pattern defines a correspondence rule of transform-
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ing elements from XSD constructs into OWL axioms. Therefore, for the essential process

of ontology generation by transforming XSD elements to OWL, two principle informa-

tion sources, input XSD schema and patterns, are formalized in extended mathematical

models of FS(XS) and context-based FCA model, respectively. They are presented as

follows:

5.2.1.1 XSD Formalization

To formalize an XSD schema comprising a set of XSD constructs, a formal model intro-

duced in PIXCO, Formal Structure of XML Schema (FS(XS)), is redefined in EPIXCO

as sets of 7-tuple S = (E,A, VA, C,HC , LT , Le) comprising:

1. Set E containing all elements of an XSD: E = {all, attribute, element, . . . }.

2. Set A containing all attributes of an XSD: A = {name, type, minOccurs, . . . }.

3. Set VA containing all attributes values of an XSD schema.

4. Collection of functions C for all constructs of an XSD, where each construction

function represents an XSD element accompanied by one or more attributes. The

collection C can be modelled as:

C = {C1, . . . , Cn} where n ∈ N and Ci : 〈E −→ A×VA〉

5. Collection of functions HC representing a hierarchy of constructs in an XSD:

HC : C −→ 2C

6. Set LT containing all XSD types of an XSD schema.
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7. Set Le containing name attribute values of all element constructions in an XSD

schema, where element ∈ E.

The FS(XS) model is redefined for the effective modelling of XSD components with

further inclusion of LT and Le sets useful for transforming perplexing XSD schemas by

their utilization in the succeeding processes of pattern identification and later ontology

generation. LT is the collection containing all XSD types of an XSD schema, while Le

is to track element components for their construction. The created FS(XS) model

is exploited in succeeding phases of the contemporary framework and helps formally

manipulate the extracted information of XSD components.

5.2.1.2 Patterns Formalization

To formalize XSD to OWL transformation patterns, a Formal Concept Analysis (FCA)

(Bělohlávek 2008) context method is used in PIXCO to create a concept lattice. The

FCA model has a triple form context (G, M , I) whose elements contain a set of objects

(G) sharing a set of attributes (M) that represents a set of concepts (I), such that I is a

binary relation between G and M represented as I ⊆ G×M . In our context, the objects

(G) are patterns, attributes (M) are XSD elements and I relates with patterns against

elements or vice versa. Plainly, to formalize Janus and extended PIXCO patterns, the

formal FCA model of triple form context can be represented with following considerations:

1. G as set of all patterns i.e. G = {1, 2, 3, . . . , 43}.

2. M as set of XSD elements in G patterns e.g. M = {simpleType, complexType, . . . }.
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simpleType union complexType restriction enumeration minInclusive maxInclusive

1 x

2 x x

3

4 x x x

5 x x x x

6 x

Table 5.1: A partial matrix to illustrate the formal context for patterns and XSD elements.

3. gIm or (g,m) ∈ I as interpretation function to recognize pattern g ∈ G has element

m ∈M , for example:

1I simpleType shows relation I with pattern 1 using XSD element simpleType.

4. Set B ⊆M induced with formal operator of concepts ↓ to identify pattern(s) sharing

all elements can be defined as:

↓ : 2M −→ 2G

B↓ = { g ∈ G | for eachm ∈ B : (g,m) ∈ I} and B↓ ⊆ G

For example, if B = {simpleType, restriciton, enumeration} then B↓ = 4.

The 43 transformation patterns of Janus (Bedini et al. 2011, Table I-VI) and PIXCO

(Hacherouf et al. 2019, Table 4-5) includes in total 27 XSD elements resulting in a very

large context matrix with 43 rows and 27 columns. A fully created formal context of

patterns (rows) and XSD elements (columns) occupies large space. Therefore, limited set

of patterns (objects) and elements (attributes) are considered, and their partial matrix is

presented in Table 5.1 for context matrix understanding. A pattern sharing an element

at matrix position (i, j ) is marked (x), if and only if pattern i uses the XSD element j.

A complete concept lattice of transformation patterns is provided in Figure 5.3 for full
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context matrix representation of the concept linking of patterns with elements where for

a given concept, a set of patterns are linked with XSD elements. For example, for concept

I with [Element:element], set of patterns it refers to is {15, 16, 21, 24, 25} (Bedini et al.

2011, Table IV). Moreover, if elements are shared in concept like [Element:element,
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annotation] implying concept that is not closed, then there are two paths: (a) path

including XSD element appinfo results pattern set {40}; (b) path with documentation

maps to pattern set {39} (see lattice in Figure 5.3). Hence, it can be implied that

element node is directly linked with annotation, and indirectly linked with appinfo

and documentation, with other XSD elements like simpleType and complexType as

well. Henceforth, the formalization of patterns using a concept lattice is convenient to

retrieve a formal concept for a given context (G, M , I).

5.2.2 Patterns Identification and Filtration

Identifying patterns for an XSD block is a complicated process and further rectifying one

or two patterns precisely among 43 patterns becomes more challenging. The reason for

complexity originates from several design styles of single XSD block representation and

selecting a particular pattern from a high number of transformation patterns. Therefore,

to generate an ontology fragment of an XSD block of constructs, it has to match exactly

with a defined XSD structure rule of a pattern. Therefore, this phase is subdivided into

two steps:

5.2.2.1 Patterns Identification

In this phase, appropriate patterns are identified for each block of XSD constructs by

exploiting formal models from the first phase. Two algorithms (PatternsIdentification

and getIdentifiedPatterns) are implemented for appropriate identification process (see
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phase 2a. of Figure 5.2). Both algorithms utilize helper functions (sub-algorithms listed

in (Hacherouf et al. 2019, Table 9, 11) and extended in Table 5.2 and 5.3), for their

exhaustive implementation.

The first algorithm PatternsIdentification (Algorithm 1) takes FS(XS) model of an

XSD schema as an input and returns a Patterns Identified matrix (PI ), where each

row indicates a set of identified patterns corresponding to the set of XSD constructs

(block). In principle, the algorithm iterates over global XSD constructions in a sequence

while marking the iterated constructs. The first construct (i.e. schema) is explicitly

marked (since not being handled in any pattern), and for the rest, a loop iterates until no

construct in a schema is left unmarked. Within the loop, an unmarked global construct

Ci is retrieved and passed to getIdentifiedPatterns algorithm, which returns a sub-matrix

PI. At this point, constructions in the hierarchy of global construct Ci are marked. Lastly,

Algorithm 1: PatternsIdentification - (Extended algorithm from Hacherouf
et al. (2019) introduces handling of PI sub-martix)

Input: schemaFS(XS) /* FS(XS) model of an XSD schema */

Output: PI [m] [2] /* where m ≤ n and n is the total no of constructs */

1 Ci ∈ C; /* XSD construct Ci where 1 < i ≤ n */

2 Block ⊂ C; /* proper sub-set of constructions collection */

3 P ⊂ G; /* proper sub-set of correspondence patterns */

4 m = 0;
5 markConstruction (C1); /* mark xs:schema construct explicitly */

6 repeat
7 Ci = getConstructionNotMarked ( ); /* returns Ci as a global construct */

8 [ {Block, P} ] = getIdentifiedPatterns (Ci); /* returns PI sub-matrix */

9 foreach {Block, P} in [ {Block, P} ] do
10 PI [m] [0] = Block;
11 PI [m] [1] = P ;
12 m = m + 1;

13 end

14 until hasConstructionNotMarked = false;
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the returned sub-matrix is aggregated in the PI matrix, and the loop is repeated for the

next unmarked Ci.

The second algorithm getIdentifiedPatterns (Algorithm 2) takes Ci as an input and

returns a sub-matrix PI. The global construct Ci is marked and added to a Blockk = {Ci}

where k is the possible number of blocks accumulated within a global construct. Further,

a loop iterates over every construct within a hierarchy of Ci, where the next unmarked

Algorithm 2: getIdentifiedPatterns - (Improved algorithm from Hacherouf et al.
(2019) with enhanced identification and intersection sub-algorithm)

Input: Ci ∈ C
Output: [ {Block, P} ] /* sub-matrix PI */

1 sG ⊂ G; /* proper sub-set of patterns */

2 sM ⊂M ; /* proper sub-set of elements in patterns */

3 P = {P0, . . . , Pk},wherePj ⊂ G;
4 Block = {Block0, . . . , Blockk},whereBlockj ⊂ C;
5 Cnext ∈ C;
6 k = 0; /* counts total blocks forming patterns in Ci hierarchy */

7 markConstruction (Ci); /* mark Ci global construction */

8 Blockk = {Ci}; /* initialize constructions block with marked construct */

9 while hasNextConstruction (Ci) do
10 Cnext = getNextConstruction (Ci); /* get next unmarked construct in HC for Ci */

11 markConstruction (Cnext);
12 Blockk = Blockk ∪ {Cnext}; /* add marked construct to current block */

13 sM = getElements (Blockk);

14 sG = sM↓; /* find pattern against sM set elements from lattice */

// Blockk forms no pattern or Cnext is not in same hierarchy of current block

15 if sG = ∅ or (size(Blockk) > 1 and !IsParentHierarchy (Blockk, Cnext)) then
16 Blockk = Blockk − {Cnext}; /* remove the construct from current block */

17 k = k + 1;
// Find intersection of Cnext with previous blocks resulting a new block

18 Blockk = getIntersection (Block, Cnext);

19 end

20 end
21 for j ← 0 to k do
22 sM = getElements (Blockj); /* Blockj is set of constructs */

23 Pj = getPatterns (sM); /* Pj set of identified patterns for sM elements */

// Add Pj of given Blockj in a sub-matrix (collection) for input Ci

24 [ {Block, P} ] = [ {Block, P} ] ∪ {Blockj , Pj};
25 end
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construct Cnext is appended to existing Blockk to identify patterns against a set of con-

structs’ elements (sM) in Blockk. Cnext is the unmarked construct connected in hierarchy

HC with Ci, i.e. it can either be a child or child’s sibling construct. If no patterns are

found against sM set of elements, then Cnext is removed from Blockk and a possible

sequence convergence of constructs is identified that intersects with Cnext and added as

new Blockk+1. Otherwise, the loop continues for the next unmarked construct. In the

last progression of this algorithm, a collection (sub-matrix PI ) is produced comprising k

records (PI Matrix rows), where each record contains relevant constructions block accom-

panied with their identified patterns. The details on demonstration of these presented

functional-style syntax algorithms are presented in next Chapter 6. Since, there is a pos-

sibility of more than one pattern identified in this phase, the next phase provides detail

on distinguishing to find pertinent patterns.

5.2.2.2 Similar Patterns Filtration

The previous step of the patterns identification process for a certain XSD block may result

in a set of similar patterns based on the XSD elements of the constructs. However, they

differ based on the XSD attributes and their attribute values (for better understanding,

see Table 6.4). Similarly, among 43 transformation patterns, sets of similar patterns are

identified and listed in Figure 5.4 which are extracted from the concept lattice shown

in Figure 5.3. The PIXCO study highlights the concept lattice is favourable for clearly

recognizing these sets of similar patterns. Therefore, from the identified patterns, XSD
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Methods Parameters Returns Description
IsParentHierarchy sC ⊂ C,

Cnext ∈ C
True/False Check using HC if

Cnext is within hierar-
chy of sC.

checkPatternElementsLinked A ⊂ G,
sE ⊂ E

True/False Checks if set of ele-
ments sE are subset of
elements contained in
set of patterns A. Du-
plicates in sE are con-
sidered single element.

checkConstructHierarchy sC ⊂ C,
Cnext ∈ C

True/False Checks in HC if Cnext

is the connected to any
construction in set sC.

getIntersection {sC0, . . . , sCk} ⊂ C,
Cnext ∈ C

sCj ⊂ sC Returns the sub-set of
constructs sCj whose
elements are linked to
Cnext in concept lattice
as well as connected in
HC using checkPatter-
nElementsLinked and
checkConstructHierar-
chy methods.

Table 5.2: Helper methods for Algorithm 1 and 2 implemented in EPIXCO framework
for the improved patterns identification (details in Section 5.3.2).

Methods Parameters Returns Description
getInlineElementType c ∈ C type Returns the anonymous or inline type

definition of construction c.
getTypeOfAttributeValue c ∈ C, a ∈ A type Returns type of the value of attribute

a in construct c by looking into LT or
Le collection.

Table 5.3: Helper methods implemented in EPIXCO for treatment of similar patterns
among Algorithm 3 and 4 (details in Section 5.3.2).

components of the set of constructions have to be scrutinized for pertinent patterns to

select the most suitable patterns. Accordingly, two algorithms implemented in PIXCO

are enhanced and extended as PertinentPatterns and getPertientPatterns.

The algorithm PertinentPatterns (Algorithm 3) iterates over all the records (rows)

of PI matrix and inspects if the identified patterns of any record is identical to any set
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of constructs listed in Figure 5.4. If yes, then respective set of identified patterns and

associated constructions are processed further by getPertientPatterns. For example, the

different in set 4 = {10, 11, 12} the difference is with the attribute value of base attribute

of restriction construct. On contrary, for set 5 = {27, 28}, the difference is within the

Algorithm 3: PertinentPatterns - (Extended algorithm from Hacherouf et al.
(2019) with improved PP matrix by handling duplicate records of identified
patterns)

Input: PI [m] [2] /* identified patterns matrix */

Output: PP [m′] [2] /* pertinent patterns matrix */

// Sets of similar patterns

1 Psim = [ {15, 16, 21, 24, 25}, {19, 20}, {6, 8, 9}, {10, 11, 12}, {27, 28} ];
// Another set of similar patterns (to be processed differently)

2 Psim6 = {17, 18, 22, 23, 29, 36, 37, 38};
3 Block = {C1, . . . , Cn},whereCj ∈ C andBlock ⊂ C;
4 Block′ ⊂ C;
5 P ⊂ G; /* set of identified patterns */

6 Ppert ⊂ G; /* set of pertinent patterns */

7 m′ = 0; /* no of rows in PP matrix =⇒ m′ ≥ m */

8 for i← 0 to m− 1 do /* m rows of the matrix PI */

9 Block = PI [i] [0]; /* ith block of constructions in PI */

10 P = PI [i] [1]; /* ith set of identified patterns in PI */

11 if P ∈ Psim then
12 Ppert = getPertinentPatterns (Block, P );
13 PP [m′] [0] = Block;
14 PP [m′] [1] = Ppert; /* update pertinent patterns for Block in PP */

15 m′ = m′ + 1;

16 else if P = Psim6 then
// Split the Block starting from 3rd construction, for each Cj

17 for j ← 3 to size(Block) do
18 Block′ = {C1, C2, Cj}; /* C1, C2 are first two constructs of Block */

19 Ppert = getPertinentPatterns (Block′, P );
// Block′ possibly contains constructions already processed for PP

20 if {Block′, Ppert} /∈ PP then /* To avoid duplicate entry */

21 PP [m′] [0] = Block′;
22 PP [m′] [1] = Ppert; /* update pertinent patterns for Block′ in PP */

23 m′ = m′ + 1; /* additional rows in PP compared to PI */

24 end

25 end

26 end

27 end
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Algorithm 4: getPertinentPatterns - (Improved algorithm from Hacherouf et al.
(2019) that explicitly handles similar sets Psim1 and Psim6)

Input: Block ⊂ C,P ⊂ G
Output: Ppert

// type is one of XML native Datatype, simpleType or complexType

1 Ppert = {Ppert1 , . . . , Ppertz}; Block = {C1, . . . , Cz} where z ≤ 3, type: string;
2 switch P do
3 case {15, 16, 21, 24, 25} do
4 type = getTypeOfAttributeValue (C1, “type”);

// If no type attribute is defined in C1, find inline type of construction

5 if type = ∅ then type = getInlineElementType (C1);
6 if type = Datatype then Ppert = Ppert ∪ 15;
7 else if type = simpleType then Ppert = Ppert ∪ 16;
8 else if type = complexType then Ppert = Ppert ∪ 21;
9 if hasAttribute (“substitutionGroup”, C1) then Ppert = Ppert ∪ 25;

10 case {19, 20} do /* similar to PIXCO approach */

11 . . .
12 case {6, 8, 9} do /* similar to PIXCO approach */

13 . . .
14 case {10, 11, 12} do /* similar to PIXCO approach */

15 . . .
16 case {27, 28} do /* similar to PIXCO approach */

17 . . .
18 case {17, 18, 22, 23, 29, 36, 37, 38} do
19 if hasAttribute (“name”, C3) then
20 type = getTypeOfAttributeValue (C3, “type”);

// Find inline type of construct C3 if no type attribute is defined

21 if type = ∅ then type = getInlineElementType (C3);
22 if type = Datatype or simpleType then Ppert = Ppert ∪ 17;
23 else if type = complexType then Ppert = Ppert ∪ 22;

24 else if hasAttribute (“ref”, C3) then
25 type = getTypeOfAttributeValue (C3, “ref”);
26 if type = Datatype or simpleType then Ppert = Ppert ∪ 18;
27 else if type = complexType then Ppert = Ppert ∪ 23;

28 end
29 if hasAttribute (“minOccurs”, C3) and hasAttribute (“maxOccurs”, C3) then
30 x = getValueOfAttribute (“minOccurs”, C3);
31 y = getValueOfAttribute (“maxOccurs”, C3);
32 if x = y then Ppert = Ppert ∪ 38 else Ppert = Ppert ∪ 36 ∪ 37;

33 else if hasAttribute (“minOccurs”, C3) then Ppert = Ppert ∪ 36;
34 else if hasAttribute (“maxOccurs”, C3) then Ppert = Ppert ∪ 37;

35 end

36 end
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attribute construct whether it comprises name or ref XSD attribute. Among all 6 sets,

Set 6 is treated distinctively by PertinentPatterns and getPertientPatterns. In Pertinent-

Patterns the given block of constructions is sliced, starting from third element in the set,

for distinct procedure on each sub-block (subset of constructs) in getPertientPatterns.

The algorithm getPertientPatterns (Algorithm 4) selects pertinent patterns from the

similar set of patterns. Firstly, it distinguishes the set of identified patterns among six sim-

ilar patterns to find respective pertinent patterns. Secondly, after differentiating among

sets of similar patterns, distinct procedures exploiting helper methods mentioned in Ta-

ble 5.3 is discretely adapted as each set has a distinct difference. This phase concentrates

on details in components of XSD blocks to identify the most appropriate pattern for the

block. In this phase, identified patterns in PI matrix are processed to filter particular

patterns of XSD blocks resulting in PP matrix.

5.2.3 Ontology Generation

As the result of previous phase of the EPIXCO framework, the PP matrix incorporat-

ing two columns; XSD blocks column respective to their produced pertinent pattern(s)

column, that is readily available to generate an OWL model. The algorithm Ontology-

Generation (Algorithm 5) takes PP matrix as input. For every XSD block, an OWL

block is produced by processing an associated set of the pertinent pattern(s) by corre-

spondence/transformation patterns and further merged into a consolidated OWL model.

Each transformation pattern is associated with an appropriate method (sub-algorithm)
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Algorithm 5: OntologyGeneration - (Improved ontology generation algorithm)

Input: PP [m′] [2] /* pertinent patterns matrix from algorithm 3 */

Output: owlGraph: RDF, owlFile: File /* graph in RDF/TTL or RDF/XML file format */

1 type: string;
2 Block ⊂ C;
3 Ppert ⊂ G; /* pertinent patterns against Block */

4 st name, base extension: string;
5 enum list, name list, type list: List;
6 for j ← 0 to m′ − 1 do /* m′ rows of the matrix PP */

7 Block = PP [j] [0]; /* jth block of constructions in PP */

8 Ppert = PP [j] [1]; /* jth set of pertinent pattern against Block */

9 foreach p in Ppert do /* Ppert may stack multiple patterns (e.g.{17, 37}) */

10 switch p do /* handle each pattern p:1 ≤ p ≤ 43 */

11 case 1 do
12 st name = getValueOfAttribute (C1, “name”);

// Algorithm 6

13 owlGraph = owlGraph ∪ writePatterns 1 (st name);

14 end
...

15 case 6 or 8 or 9 do
16 ct name = getValueOfAttribute (C1, “name”);
17 base extension = getValueOfAttribute (C3, “base”);

// Algorithm 8

18 owlGraph = owlGraph ∪ writePatterns 6 8 9 (ct name, base extension, p);

19 end
...

20 case 17 do
21 ct name = getValueOfAttribute (C1, “name”);
22 for j ← 3 to size(Block) do
23 name list = name list ∪ getValueOfAttribute (Cj , “name”);
24 type list = type list ∪ getValueOfAttribute (Cj , “type”);

25 end
// Algorithm 9

26 owlGraph = owlGraph ∪ writePatterns 17 18 27 28 (ct name, name list,
type list);

27 end
...

28 end

29 end

30 end
// create OWL file of consolidated owlGraph in specified file format

31 owlFile = serializeOWLGraph (owlGraph, format); /* format is RDF/TTL or RDF/XML */
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Algorithm 6: writePatterns 1

Input: dTN: string /* datatype name */

Output: OWL Model
1 Declaration ( Datatype ( ag:dTN ) ); /* ag is placeholder prefix for current IRI */

Algorithm 7: writePatterns 3

Input: className: string /* class/element name */

Output: OWL Model
1 Declaration ( Class ( ag:className ) ); /* ag is placeholder prefix for current IRI */

that has either distinctive representation or can be aligned with other transformation

pattern(s) in terms of OWL generation implementation, but requires handling particular

edge-cases. The data of the XSD block extracted in FS(XS) model is passed as parame-

ter to the respective to the patterns’ method. For example, writePatterns 1 (Algorithm 6)

requires value of name attribute of simpleType construct to create rdfs:Datatype OWL

fragment, whereas writePatterns 3 (Algorithm 7) takes name of complexType construct

to create owl:Class OWL fragment.

Furthermore, writePatterns 17 18 27 28 (Algorithm 9) shows that multiple patterns

can adhere same valid implementation of generating OWL block for the data sent as

parameters. However, writePatterns 6 8 9 (Algorithm 8) collectively implements three

transformation patterns but also adds pattern-specific correspondence of parametric ele-

ments. Henceforth, for 43 transformation patterns, the framework does not create equal

number of writing pattern methods. These algorithms uses the values of targetNamespace

attribute of schema construct in FS(XS) model to be added and used as namespace for

targeted OWL model with its relevant prefix (i.e. ag:<http://example.org/autology#>).

A custom method multiconcat encompasses namespace concatenation with the respective
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Algorithm 8: writePatterns 6 8 9

Input: className: string, dT : string, pattern: int /* dT is base attribute value */

Output: OWL Model
1 Declaration ( Class ( ag:className ) ); /* ag is placeholder prefix for current IRI */

2 Declaration ( DataProperty ( ag:has className ) );
/* Select XML namespace if dT is one of XML native datatype (e.g. xs:string) */

3 if dT = nativeDataType then ns = xmlNS else ns = ag ;
4 if pattern = 8 then /* extended semantics for pattern 8 */

5 Declaration ( DataProperty ( ag:has dT ) );
6 SubDataPropertyOf ( ag:has className ag:has dT );

7 else if pattern = 9 then /* extended semantics for pattern 9 */

8 Declaration ( DataProperty ( ag:has dT ) );
9 SubDataPropertyOf ( ag:has className ag:has dT );

10 SubClassOf ( ag:className ns:dT );

11 end
12 DataPropertyDomain ( ag:has className ag:className );
13 DataPropertyRange ( ag:has className ns:dT );

Algorithm 9: writePatterns 17 18 27 28

Input: className: string, elemNameList: List, elemTypeList: List
Output: OWL Model

1 Declaration ( Class ( ag:className ) );
/* Iterates a tuple of eN and eT, where len(elemNameList) = len(elemTypeList) */

2 foreach eN, eT in elemNameList, elemTypeList do
3 if eT = nativeDataType then ns = xmlNS else ns = ag ;
4 Declaration ( DataProperty ( ag:has eN className ) );
5 DataPropertyDomain ( ag:has eN className ag:className );
6 DataPropertyRange ( ag:has eN className ns:eT );

7 end

attribute values (as they were in XSD schema) for accurate correspondence and different

them with other similar elements.

Since it requires much space, only a few writePatterns methods are presented for

consideration. Section 6.1 in Chapter 6 provides an example to illustrate the workflow of

EPIXCO methodology and implemented algorithms. EPIXCO framework incorporates

the RDFLib package that works with RDF to create OWL models. Every fragment

of OWL blocks generated from writePattern methods is added in an OWL graph for a
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consolidated OWL model and by using serializers saved in RDF/XML and Turtle syntax.

Since formalized XSD components and FCA context patterns are considered sophisticated

algorithmic workflow, the framework requires no human-intervention to complete the

transformation process.

5.3 Enhancements to Janus and PIXCO Frameworks

The literature of ontology generation unveils the transformation of XML schema to OWL

model as a perplexing process (see Section 3.5 in Chapter 3). Nevertheless, following

Janus patterns, the PIXCO approach provides a good foundation for defining a formal

ontology generation method with defined correspondence rules. Hence, our methodology

is inspired by these approaches. However, these approaches are not readily available to

be implemented; instead, they provide frameworks and algorithms that further require

refinements in terms of correctness and scaling for complex XSD structures and a gen-

eralized solution, meaning reforming Janus patterns and refactoring the algorithms of

PIXCO. Therefore, in the sections below, the enhancements considered in this research

study of the extended framework are provided:

5.3.1 Improving Janus Transformation Patterns

The Janus prototype defines 40 patterns (Bedini et al. 2011, Table I-VI) in 6 groups

distribution for maximum XSD components to be transformed into OWL model. How-

ever, some highlighted improvements are established to improve their originally defined

97



Pattern Janus EPIXCO
17/18 ag:has elt name rdf:type

owl:ObjectDatatype ;

rdfs:domain ag:ct name ;

rdfs:range ag:st name .

ag:has elt name ct name rdf:type

owl:DatatypeProperty ;

rdfs:domain ag:ct name ;

rdfs:range ag:st name .
24 〈element name="elt name"

type="xs:nativeDataType"/〉
〈element name="elt name"

type="ext type"/〉
32 ag:has elt name1 rdf:type

owl:ObjectProperty ;

rdfs:domain ag:grp name ;

rdfs:range ag:elt type .
ag:has elt name2 rdf:type

owl:ObjectProperty ;

rdfs:domain ag:grp name ;

rdfs:range ag:elt type .

ag:has elt name1 grp name

rdf:type

owl:DatatypeProperty ;

rdfs:domain ag:grp name ;

rdfs:range ag:elt st type .
ag:has elt name2 grp name

rdf:type

owl:ObjectProperty ;

rdfs:domain ag:grp name ;

rdfs:range ag:elt ct type .
33 〈complexType name="ct name"〉

〈sequence〉
〈group ref="grp name"/〉
〈/sequence〉
〈/complexType〉

〈complexType name="ct name"〉
〈group ref="grp name"/〉
〈/complexType〉

34 ag:has attr name rdf:type

owl:ObjectProperty ;

rdfs:domain ag:attr grp name ;

rdfs:range ag:attr type .

ag:has attr name attr grp name

rdf:type owl:DatatypeProperty ;

rdfs:domain ag:attr grp name ;

rdfs:range ag:attr type .

Table 5.4: List of few major improvements identified among XML/OWL syntax of trans-
formation patterns in Janus (Bedini et al. 2011) that are enhanced (as bold) in EPIXCO.

correspondences that are presented in Table 5.4. First column of the table shows Janus

pattern number, second column lists XML/OWL syntax for defined transformation in

Janus, and third column are improved considerations in EPIXCO framework.

For example, Janus pattern #17 and #18 corresponds with owl:ObjectDatatype, an

incorrect OWL axiom. Considering it as typo of owl:ObjectProperty, it still mismatches

with element construct corresponding to type or ref attribute as nativeDataType

or simpleType. Reason because an owl:ObjectProperty denotes complexType, and

the owl:DatatypeProperty denotes simpleType representations (see pattern #22, #23,
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#32). Hence, EPIXCO associates with owl:DatatypeProperty. Similarly, in pattern

#33, an XSD block includes <sequence> within hierarchy of <group> construct. While (Gao

et al. 2012) suggests these XSD blocks are defined without <sequence> tag.

Furthermore, in details to the improvements mentioned in Table 5.4, the patterns’ cor-

respondences are revised for all OWL Properties (ObjectProperty or DatatypeProperty).

EPIXCO presents Properties with compound names (e.g. ‘has elt name ct name’) by

concatenating prefix ‘has’ with name of associated element or attribute followed by

associated type. The reason for such compound name is to distinguish Properties if

multiple enclosing element or attribute in XSD schema shares the same name. If not

differentiated, owl graph would add related correspondences of XSD components to same

node. This section provided improvements adapted in EPIXCO with Janus transforma-

tion patters. Section below provides updates on adapted PIXCO framework.

5.3.2 Refactoring PIXCO Algorithms

PIXCO framework provided formal methodology of XSD to OWL transformation by

incorporating patterns specified in informal context model of Janus, and creating a formal

mathematical model of input XSD schema to be incorporated in algorithmic processes

for ontology generation. However, no prototype of formal transformation is available to

implement and verify. Only few methodology steps are presented that also comprises of

incorrectness in associations. Moreover, algorithms in PIXCO require enhancements to

support complex XML schemas, like ifcXML and CityGML. Therefore, few of the major
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Algorithm 10: getIntersection - (Enhanced sub-algorithm to identify correct
Block forming pattern in EPIXCO framework)

Input: sC ⊂ C, Cnext ∈ C
Output: sCj ⊂ sC

1 sC = {sC0, . . . , sCk},where sCj ⊂ C and sCj = {C0, . . . , Ct};
// As parent construct to Cnext maybe present in constructs sub-sets added last.

2 k = size(sC);
3 for j ← k − 1 to 0 do /* Iterate sC in reverse order */

4 if checkConstructHierarchy (sCj, Cnext) then
5 break; /* identified sCj is sub-set of constructs with Cnext in HC */

6 end

7 end
8 Block = {Cnext};

// Split the sCj for each construction Ct ∈ C to identify possible pattern.

9 for t← 0 to size(sCj) do
10 Block = Ct ∪Block; /* add construct from set sCj to current block */

11 sM = getElements (Block);

12 sG = sM↓; /* find pattern against sM set elements from lattice */

// Check if sM elements from Block forms pattern or linked in lattice.

13 if sG = ∅ or !checkPatternElementsLinked (sG, sM) then
14 Block = Ct −Block;
15 break;

16 end

17 end
// Block of constructs in HC forming patterns and intersecting with Cnext.

18 sCj = Block;

algorithmic improvements are highlighted below:

1. In Algorithm 2, if no pattern(s) are found against Blockk constructions including

Cnext construct, identification of a potential pattern in getIntersection dynami-

cally with constructs of current block Blockk becomes challenging. As Cnext might

not be within same hierarchy as of defined patterns. Hence, EPIXCO implements

getIntersection (Algorithm 10) functionality to enhance and refine pattern iden-

tification process with supporting methods like checkPatternElementsLinked and

checkConstructHierarchy.
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Algorithm 11: getTypeOfAttributeValue - (Enhanced sub-algorithm for re-
trieval of correct type for a given attribute in EPIXCO framework)

Input: c ∈ C, a ∈ A /* attribute a in construct c */

Output: type: Type /* native XML datatype, simpleType or complexType */

1 v = getValueOfAttribute (a, c); /* returns value of attribute a:v ∈ VA */

2 if v = nativeDataType then /* XML native type i.e. {xs:string, xs:int,...} */

3 type = Datatype;
4 else
5 if v ∈ LT then /* LT is type tuple of FS(XS) model */

6 t = LT [v]; /* type t against v in LT of FS(XS) model */

7 if t = simpleType then type = simpleType else type = complexType ;

8 else if v ∈ Le then /* Le is element tuple of FS(XS) model */

9 c = Le[v]; /* get new construct c against element v in Le */

// Recursively identify attribute a for referenced construct c in value v

10 type = getTypeOfAttributeValue (c, a);
// Check for inline construct if no type is found for attribute a

11 if type = ∅ then type = getInlineElementType (c);

12 else
13 type = ∅;
14 end

15 end

2. Since, design of XSD maybe complex, retrieving getTypeOfAttributeValue isn’t

straight forward as key value pair. In EPIXCO, functionality of getTypeOfAt-

tributeValue in Table 5.3 is revised as Algorithm 11, providing a recursive solution

to return type of referenced attribute a for given construction c. The method as-

sists with more generalized implementation for XSD design with complex (nested

or referenced) associations.

3. The writePatterns method in ontology generation phase of the framework provides

a fragment of OWL graph. The fragments are customized for patterns sharing

correspondence rules and namespaces. For example, in Algorithm 8 dT parameter is

checked to assign the correct namespace prefix accordingly which provides maximum
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correctness in transformed models.

4. EPIXCO treats the pattern 25 in Algorithm 4 separately as an element construct

may contains attributes of type and substitutionGroup simultaneously.

5. EPIXCO includes identification of pattern 15 for nativeDatatypes in Algorithm 4,

first case of identified patterns set {15, 16, 21, 24, 25}, that is not considered in

PIXCO approach.

6. Similarly, EPIXCO implements getInlineElementType method referenced in Algo-

rithm 4 for similar patterns identification of Psim1 and Psim6. The enhanced method

is used for constructions with no type attribute to find appropriate type values.

Mentioned above are a few from the list of improvements, minor or logically complex,

for the enhancements of extended algorithms implemented in EPIXCO, based on PIXCO

suggested algorithms. Possibilities in which the XML schemas are incomplete or not fully

validated exists. Henceforth, the EPIXCO algorithms are designed to handle edge cases

like null or empty if attributes or attribute values are not available in extracted XSD

information model FS(XS).

5.3.3 Reconstructed Mapping Rules of XSD to OWL

The mapping rules are defined as what an XSD component will correspond to in an OWL

syntax (Table 3.4 highlights example mappings). However, improved correspondence rules

for XSD schema elements (element, attribute,. . . ) are applied in EPIXCO, presented
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in Figure 5.5, where a global construct of element is mapped to an OWL Class or

Datatype depending on attribute value of type and ref attributes. Otherwise, a local

element declaration is mapped as ObjectProperty or DatatypeProperty, based on same

attribute value rules. Whereas for element with anonymous (inline) type declaration,

local or global, mapping is with ObjectProperty or DatatypeProperty as well as Class

or Datatype. This is an example of complexity that is not very well established within

prior mapping approaches and needs to be addressed. A similar subset of the rule is

xs:element

xs:complexType owl:Class

owl:Datatype

owl:ObjectProperty

owl:DatatypeProperty

xs:group

xs:attributeGroup

xs:simpleType

xs:attribute

type

ref

Anonymous

Scope
Local Global

simpleType complexType

simpleType complexType

nativeDatatype
or simpleType

complexType

Legend

XSD Element OWL Axiom

Figure 5.5: Reconstructed and enhanced correspondence rules of mapping XSD to OWL
for an improved transformation design in EPIXCO.
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applied with the attribute tag, and Figure 5.5 presents pictorial representation of all

correspondence rules for better understanding.

The mapping process is more complicated than defining simple correspondence rules.

Janus and PIXCO handles small segment of these mapping OWL representations, where

as, EPIXCO design establishes better mapping rules (as shown in Figure 5.5) to assist in

implementing algorithms and helper methods of Table 5.2 and 5.3. These methods also

apply recursive retrieval to the attribute values of type and ref attributes as referring to

complexType or simpleType constructions. Further, EPIXCO implements getInlineEle-

mentType function to explicitly identify anonymous (inline) type declarations of XSD

constructs where type and ref are not present. The enhanced mapping rules transforms

respective OWL models with substantial and improved ontology mappings. These map-

ping rules are further used in EPIXCO implementation (Chapter 6) to be defined as

ground truth of OWL axioms identified for a given XSD schema.

5.3.4 General Considerations in Enhanced Framework

For understanding correct XSD construct correspondence to an OWL syntax, EPIXCO

considers representation of classes (entities) and individuals linked with other ontology

axioms (properties, operators etc.) from standards like Ontology Visualization Bench-

mark (OntoViBe) (Haag et al. 2015) and ifcOWL (Pauwels and Terkaj 2016) as stan-

dardized representation of OWL axioms and implements them accordingly. For ex-

ample, in Janus patterns #36 − 38, the occurrence constraints is represented with an
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owl:equivalentClass axiom in OWL namespace, while, OntoVibe and ifcOWL stan-

dard ontologies employ rdfs:subClassOf axiom in RDFS namespace.

The transformation of XSD to OWL is a complicated process. While patterns with

defined correspondences help to identify the correct representations, it is noted that dif-

ferent XSD designs like Russian Doll, Salami Slice etc. (see Section 3.3) provides different

arrangement styles of the same XSD components. Nonetheless, the implementation of

this methodology is an iterative process resulting in an evolving ontology model. Thus,

for a generic procedure and maximum transformation, some cases require special atten-

tion towards algorithmic considerations of XSD to OWL transformation for a generalized

behaviour. Correspondingly, most of these considerations are employed in EPIXCO for

more accurate ontology modelling by following addressed improvements in the transfor-

mation process motivated by Janus patterns and algorithmic implementation of PIXCO.

5.4 Summary

As mentioned at the beginning of this Chapter, a primary methodology is established for

the broad research to adapt semantic web technologies for integrating BIM and GIS with

sensors data. A focused framework to obtain seamless information exchange between

sensors, building and geospatial information. A comprehensive conceptual framework

(presented in Section 5.1) is developed to resolve integration problem. However, due to

the complexity of the very first module, the approach for this thesis is revised with only

focus on the fundamental of a preparatory seamless integration framework, i.e. towards
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PIXCO EPIXCO
Formal Method X X
Extensible X X
Automatic Transformation X X
Enhanced Mapping Rules X
Generalized Framework for XSD Designs X
OWL Expressivity n/a ALN(D)
OWL Models Validation X
Results Performance Measures X X
Results Statistical Analysis X

Table 5.5: A summary of enhanced considerations and improvements as contribution in
EPIXCO methodology compared with PIXCO Hacherouf et al. (2019) approach.

automatic ontology generation. Therefore, this study defines the ontology generation

methodology for the launch version of broad research methodology.

An automatic ontology development method is defined in Section 5.2 of this Chapter

that is proposed as a evolving framework. The quality of ontology relies on the accurate

modelling of its constituents; concepts, properties, facets and individual instances. Any

mismatch or a unique understanding of an axiom for a mapping pattern can lead to a com-

pletely different ontological representation. Therefore, the proposed methodology adapts

an enhanced correspondence of rules defined in Section 5.3.3 for accurate modelling.

A formally enhanced EPIXCO transformation method is designed in Section 5.2 to

extend and integrate transformation patterns from Janus and PIXCO incrementally for

the automatic ontology generation process. Table 5.5 presents summary improvements

in comparison of established EXPICO methodology with PIXCO approach. EPIXCO

simultaneously considers different XSD structural design styles to produce OWL models

in OWL 2-RL profile. Henceforth, these enrich generated conceptual models are flexible to

be aligned with information from heterogeneous sources establishing integrated systems.
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Chapter 6

EPIXCO Implementation:

Building Ontologies Automatically

This Chapter aims to introduce EPIXCO, a system developed to provide a solution with

the capability to automatically generate ontology to solve the fundamental problem to-

wards building integration systems. The EPIXCO prototype accepts XSD schema and

applies algorithms to generate an OWL file that can further facilitate the ontology align-

ments and integrated information systems.

The Chapter is outlined as follows: Section 6.1 introduces the prototype and provides

the overall implementation system of EPIXCO framework with an example; Section 6.2

provides details on the workflow of extracting XSD information from an XML document

and establishing the ground truth of given XSD schema; Section 6.3 presents the ex-

perimentation with different source XSD to evaluate this work, among them includes

system scalability, performance, accuracy and comparative analysis with standard bodies
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to measure quality; Section 6.4 discusses the framework, in-depth difficulties of its imple-

mentation with considerations made to overcome them and its limitations; and the final

Section 6.5 provides overall analysis and concludes this Chapter.

6.1 Implementation Features

In trying to answer the research question of “automatic ontology generation process”

the prototype of proposed transformation methodology named EPIXCO (Enhanced

Patterns Identification for XSD Conversion to OWL) is implemented, as an extended

1. Formalization

 JANUS + PIXCO 
Patterns

Input
XSD

XSD
Formalization

Patterns FCA
Model

Patterns
Formalization

XSD Global 
Construct

Patterns
Identification

PP Matrix

Pertinent
Patterns

Ontology
Generation

Processing Algorithm

Input/Output

API Input

PI 
sub-matrix

getidentifiedpatterns
getpertinentpatterns

PI Matrix
PI sub matrix

PP sub matrix

FS(XS) Model

OWL Files
.RDF/XML

.TTL

Ontology
Evaluation

OWL Model

Processed Instructions

Legend

2a. Patterns Identification 2b. Similar Patterns
 Filtration

3. Ontology Generation

lxml.etree

collections

Figure 6.1: Overall architecture of EPIXCO.
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framework of PIXCO (Hacherouf et al. 2019). The prototype extracts detailed informa-

tion from XSD schema, and recognizing a defined set of patterns across input schema,

without intervention, results in an OWL model in an output RDF/OWL file. The

EPIXCO framework is developed by understanding the JANUS and PIXCO method-

ologies and their algorithms, as no source code was available for given methodologies.

The overall architecture of the system is presented in Figure 6.1 and consists of three

major phases with algorithms utilizing APIs in a Python-based environment elaborated

below in detail.

0 <?xml version="1.0" encoding="UTF-8"?>

1 <xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema" targetNamespace="http://example.

org/autology#">

2 <xs:simpleType name="DegreeEnum">

3 <xs:restriction base="xs:string">

4 <xs:enumeration value="Masters"/>

5 <xs:enumeration value="Doctoral"/>

6 </xs:restriction>

7 </xs:simpleType>

8 <xs:complexType name="Document">

9 <xs:sequence>

10 <xs:element name="Title" type="xs:string" maxOccurs="1"/>

11 <xs:element name="Author" type="xs:string"/>

12 </xs:sequence>

13 </xs:complexType>

14 <xs:complexType name="Thesis">

15 <xs:complexContent>

16 <xs:extension base="Document">

17 <xs:attribute name="Degree" type="DegreeEnum"/>

18 </xs:extension>

19 </xs:complexContent>

20 </xs:complexType>

21 <xs:element name="Thesis" type="Thesis"/>

22 </xs:schema>

Listing 6.1: An example XSD schema inspired by example in PIXCO (Hacherouf et al.
2019) reused for better relative illustration with EPIXCO framework.

Formal modelling, in the first phase of EPIXCO framework, parsing and manipulate
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the XSD documents and all defined transformation patterns are sourced into a formal

context model uses lxml.etree13 library. The modelling process iterates over the tree

structure of the XSD document from a root node to extract all attributes and attribute

values of each node to create a mathematical model FS(XS). As an example, Listing 6.1

is presented to illustrate the formal model where the line numbers of example schema

correspond to each XSD construction. The lines with closing tags are excluded from

modelling i.e. [6, 7, 12, 13, 18, 19, 20, 22], while the remaining lines [1, 2, 3, 4, 5, 8, 9, 10,

13https://docs.python.org/3/library/xml.etree.elementtree.html

Tuple Value

E = {xs:schema, xs:simpleType, xs:restriction, xs:enumeration, xs:complexType,
xs:sequence, xs:element, xs:complexContent, xs:extension, xs:attribute}

A = {xmlns:xs, targetNamespace, name, base, value, type, maxOccurs}
VA = {"http://www.w3.org/2001/XMLSchema", "http://example.org/autology#",

"DegreeEnum", "xs:string", "Masters", "Doctoral", "Document", "Title", "1", "Author",
"Thesis", "Degree"}

C = {C1, C2, C3, C4, C5, C8, C9, C10, C11, C14, C15, C16, C17, C21}
C1 = 〈xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"

targetNamespace="http://example.org/autology#"〉
C2 = 〈xs:simpleType name="DegreeEnum"〉
C3 = 〈xs:restriction base="xs:string"〉
C4 = 〈xs:enumeration value="Masters"〉
C5 = 〈xs:enumeration value="Doctoral"〉
C8 = 〈xs:complexType name="Document"〉
C9 = 〈xs:sequence〉
C10 = 〈xs:element name="Title" type="xs:string" maxOccurs="1"〉
C11 = 〈xs:element name="Author" type="xs:string"〉
C14 = 〈xs:complexType name="Thesis"〉
C15 = 〈xs:complexContent〉
C16 = 〈xs:extension base="Document"〉
C17 = 〈xs:attribute name="Degree" type="DegreeEnum"〉
C21 = 〈xs:element name="Thesis" type="Thesis"〉

HC = {(C1,C2), (C2,C3), (C3,C4), (C3,C5), (C1,C8), (C8,C9), (C9,C10), (C9,C11), (C1,C14),
(C14,C15), (C15,C16), (C16,C17), (C1,C21)}

LT = {{simpleType: {"DegreeEnum"}}, { complexType: {"Document", "Thesis"}}}
Le = {{"Title":C10}, {"Author":C11}, {"Thesis":C21}}

Table 6.1: The FS(XS) model defined for the information extracted from XSD schema
in Listing 6.1.
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11, 14, 15, 16, 17, 21] are considered. The line numbers are treated as indexes of XSD

constructions, meaning each XSD construct can be referred to as Clinenumber; for example,

C1 refers to the construct of line number 1. Therefore, the formalization process of the

Listing 6.1 produces set of 7-tuples expressed in Table 6.1 as FS(XS) model. Unlike

PIXCO architecture, the FS(XS) model is not stored in any database and is part of the

complete workflow which eventually saves an OWL model upon completion.

The second phase with of patterns identification uses Formal Concept Analysis (FCA)

to create a concept lattice using collections14 library on 43 Janus and PIXCO transfor-

mation patterns. EPIXCO prototype implements PatternsIdentification (Algorithm 1)

and getIdentifiedPatterns (Algorithm 2) for the pattern identification processes which

exploits helper methods such as checkPatternElementsLinked, getIntersection (listed in

Table 5.2). To demonstrate the basic workflow of these two algorithms, Table 6.1 formal-

ized with FS(XS) model is used. The formal model is sent as parameter to Algorithm 1

and subsequently, the Table 6.2 displays the principle state of designated algorithmic

variables like Ci, XSD blocks and set of identified patterns P. The bold cells show de-

termined state by algorithm for the block and upon completion the resulting PI matrix

is shown in Table 6.3a, where first column presents XSD block with set of constructs

respective to its identified patterns.

Further, the framework implements PertinentPatterns (Algorithm 3) and getPertient-

Patterns (Algorithm 4) filtration for pertinent patterns by using helper methods listed in

14https://docs.python.org/3/library/collections.html
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Ci Blockk Block XSD Elements States of P
C2 {2} – –

{2, 3} {simpleType, restriction} {4, 5, 7}
{2, 3, 4} {simpleType, restriction,

enumeration}
{4}

{2, 3, 4, 5} {4}
C8 {8} – –

{8, 9} {complexType, sequence} {17, 18, 22, 23, 29, 36, 37, 38}
{8, 9, 10} {complexType, sequence,

element}
{17, 18, 22, 23, 29, 36, 37, 38}

{8, 9, 10, 11} {17, 18, 22, 23, 29, 36, 37, 38}
C14 {14} – –

{14, 15} {complexType,
complexContent}

{13, 14}

{14, 15, 16} {complexType,
complexContent, extension}

{13}

{14, 15, 16, 17} {complexType,
complexContent, extension,

attribute}

{}

{14, 15, 16} {complexType,
complexContent, extension}

{13}

{14, 17} {complexType, attribute} {27, 28}
C21 {21} element {15, 16, 21, 24, 25}

Table 6.2: The iterative states of variables over execution of Algorithm 1 and 2 on the
input FS(XS) model specified in Table 6.1.

Block P
{2, 3, 4, 5} {4}
{8, 9, 10, 11} {17, 18, 22, 23, 29,

36, 37, 38}
{14, 15, 16} {13}
{14, 17} {27, 28}
{21} {15, 16, 21, 24, 25}

(a)

Block P
{2, 3, 4, 5} {4}
{8, 9, 10} {17, 37}
{8, 9, 11} {17}
{14, 15, 16} {13}
{14, 17} {27}
{21} {21}

(b)

Table 6.3: The resulting matrix of (a) PI of Listing 6.1 by identification algorithm (Al-
gorithm 1) (b) PP of given PI Matrix by pertinent patterns (Algorithm 3).

Table 5.3. It can be noted from Table 6.3a that for a given block, multiple patterns can

be identified, e.g. for block {8, 9, 10, 11} set of {17, 18, 22, 23, 29, 36, 37, 38} patterns

are identified. In such cases, XSD components of the block are further scrutinized to
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Pattern XSD Constructions
27 〈xs:complexType name="ct name"〉

〈xs:attribute name="attr name" type="st name"〉
28 〈xs:complexType name="ct name"〉

〈xs:attribute ref="attr name"〉

Table 6.4: XSD constructions based different between similar patterns set 2 referenced
from Figure 5.4.

distinguish and identify pertinent pattern. While Section 5.2.2.2 provides detail on such

distinguishing process to find pertinent pattern, relative example of these similar patterns

is illustrated in Table 6.4 where the constructions of set of patterns {27, 28} comprises

same XSD elements {complexType, attribute}. The difference occurs in the construct

with attribute element, for which pattern 27 has attribute name in contrast to pattern

28 with the attribute ref.

In another example of identifying specific pattern, from the PI matrix in Table 6.3a,

the block {8, 9, 10, 11} identifies P6 or Set 6 = {17, 18, 22, 23, 29, 36, 37, 38} is

sliced based on the number of element constructs (see Algorithm 3). Afterwards, each

sub-block with element construction is distinguished for pattern 17, 18, 22 or 23 by

either comprising name or ref XSD attribute or explicitly with the type of their attribute

values (see Algorithm 4). After these pertinent patterns, the same element construct

is examined for minOccurs or maxOccurs attribute and appends respective patterns as

one of: 36, 37, (36 and 37) or only 38 (see last section in Algorithm 4). Henceforth,

the Table 6.3b shows the pertinent pattern filtration results of the identified patterns in

Table 6.3a.

In the last phase of prototype, EPIXCO implements Algorithm 5 exploiting APIs from
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RDFLib15 package with OWL-API to create consolidated OWL graph for extracted XSD

information of a given XSD block to generate an OWL block by using pertinent patterns

PP matrix in Table 6.3b. Each record in PP is processed by OntologyGeneration algo-

rithm with tailored writePatterns methods where an XSD block against carefully identi-

fied patterns is mapped to an OWL syntax. Figure 6.2 illustrates the principle mapping of

XSD block with OWL by established correspondence rules in Figure 5.5. For elaboration,

segments of ontology model shows OWL fragment of respective XSD blocks. These OWL

fragments of XSD blocks passed to sub-functions are synthesized with sub-functions such

15https://rdflib.readthedocs.io

Figure 6.2: Principle mapping visualization of procedurally generated OWL blocks in
TTL format (right) corresponding to an XSD blocks (left) of Listing 6.1 by EXPICO
prototype.
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Figure 6.3: A WebVOWL visualization of ontology model generated for Listing 6.1 using
EPIXCO architecture.

as Algorithm 6, 7, 8, 9, etc, and results an RDF/OWL file in RDF/XML and RDF/TTL

formats containing resulting ontology axioms (Class, ObjectProperty, . . . ). RDFLib

also support more graph parsers and serializers16 like n3 and nquads. Figure 6.3 shows

the visualization of OWL model generated from the Listing 6.1 using EPIXCO prototype.

As seen from the example presented in Figure 6.2, the EPIXCO methodology provides

detailed semantic correspondence. It presents ontological vocabularies of existing schema

information in OWL axioms like classes and properties. The XSD components of patterns

are considered during the transformation process, and the framework requires no user-

intervention to complete the transformation.

16https://rdflib.readthedocs.io/en/stable/plugin serializers.html
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6.2 Experiments Preparations

Before conducting experiments on the EPIXCO prototype framework, eight XSD schemas

were established to be used as testing datasets. For this purpose, the six XSD schema of

ifcXML and CityGML formats are used along with an example XSD Listing 6.1 and a

schema generated for a GeoBIM benchmark IFCGeometries data (see Section 4.2.1). The

following sections provide the process of establishing ground truth for these are schemas

and extracting XSD schema from an EXPRESS-based .ifc file.

6.2.1 XSD Extraction from IFC EXPRESS File

The IFC files created in academia and industry environment are mainly based on EX-

PRESS schema. However, a procedure can be defined to create ifcXML from an IFC

Step file and further using XML to XSD conversion tools to create the respective XSD

schema. For this, the IfcConvert tool from IfcOpenShell library17 is applied to convert the

IFC Step file into ifcXML. IfcConvert.exe command-line tool generates an XML file for a

given .ifc file. It is to note that IfcOpenShell only supports ‘IFC2x3’ schema. Following

this, online tools like XML to XSD converter18 and XSD/XML Schema Generator19 can

be used to generate XSD of XML document, which also provides options between XSD

designs (see Section 3.3 for XSD designs). The generated XSD file can be validated with

17http://ifcopenshell.org/

18https://www.liquid-technologies.com/online-xml-to-xsd-converter

19https://www.freeformatter.com/xsd-generator.html
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respective XML Schema Validator20 tool.

6.2.2 Ground Truth Matrix

As mentioned earlier, one of the problems encountered in establishing the ontology gener-

ation process was the lack of tools available to evaluate the potential semantics generated

for a given XML schema. In this formal ontology generation process, a detailed correspon-

dence of defined rules is exercised over selected XSD files, and Table 6.5 presents their

generated respective OWL axioms as ground truth using correspondence rules defined in

Figure 5.5. These ground truth values presented are scrutinized versions of possible dupli-

cates of axioms that may share the same name among the same XSD components. Since

EPIXCO, at this stage, implements 30 of 43 transformation patterns, the constructs

not being considered in the generated ontology are filtered from ground truth to create

filtered ground truth, shown in Table 6.6. These calculated ground truth values using

Equation 6.1 are further used in Section 6.3 to calculate the accuracy of the EPIXCO

20https://extendsclass.com/xml-schema-validator.html

Schema Class Datatype DatatypeProperty ObjectProperty

Example 2 1 3 -
cityGMLBase 17 12 13 13
building 47 20 24 47
bridge 50 21 24 45
IFCGeometries 21 6 12 20
IFC2x3 TC1 1388 279 649 643
IFC4 ADD1 1147 341 527 663
IFC4 ADD2 TC1 1161 342 529 676

Table 6.5: Ground Truth of input XML schema specifications (listed in Table 3.2) with
unique OWL axioms count calculated using rules in Figure 5.5.
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ontology generation process, which can be presented as:

Accuracy (a) =
Correct Samples (a)

All Samples (a)
(6.1)

where a is an axiom in OWL model (i.e. class, datatype or datatypeProperty),

Correct Samples are unique axioms of type a and All Samples provides ground truth

axioms of type a.

Schema Class Datatype DatatypeProperty ObjectProperty

Example 2 1 3 -
cityGMLBase 16 12 11 13
building 47 20 24 47
bridge 50 21 24 45
IFCGeometries 21 6 12 20
IFC2x3 TC1 1388 164 558 520
IFC4 ADD1 1087 211 527 482
IFC4 ADD2 TC1 1100 212 529 493

Table 6.6: Filtered Ground Truth of input XSD schemas with unique OWL axioms count
of currently implemented 30 transformation patterns.

6.3 Experimental Results

To validate this research, experiments are executed on eight XML schemas, that are

derived by IFC schema specifications21, CityGML 2.022, an IFC benchmark dataset (see

Section 4.2.1) and an example schema. Details on extracted XSD components of these

the documents and their schema specifications are presented in Section 3.4.

Since there are no readily tools available for XSD to OWL generation, there is a

21https://technical.buildingsmart.org/standards/ifc/ifc-schema-specifications/

22https://www.citygmlwiki.org/index.php/CityGML XML Schema
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lack of referent ontology for these schemas; motivation towards building ground truth

in this methodology to produce a correct expected result. The first schema Example in

Listing 6.1 is a simple illustration XSD schema with limited in terms of dimensions of

XSD components for a more humanly accessible execution of process and correspondence

with resultant model. The remaining schema documents of IFC and CityGML are for

better analysis and overall observation of the scalability process.

6.3.1 Validation of OWL Models

In this study, the ontology models generated from experiments performed on selected

schemas are validated using W3C RDF validator Service23 and OWL Validator24. The

models are also evaluated using OOPS! (OntOlogy Pitfall Scanner!) (Poveda-Villalón

et al. 2014) provides pitfalls in three levels: critical, important and minor, where only

minor and important issues are identified. Furthermore, Protégé (Musen 2015) tool is

also used for validation assessment and deriving ontology metrics of generated models as

well as another web-based WebVOWL25 tool for visualization of valid ontology graphs

with capability of handling large ontology graphs (see Figure 6.4). These OWL models

are further evaluated using quantitative and comparative analysis in our study, presented

following sections.

23https://www.w3.org/RDF/Validator/

24http://visualdataweb.de/validator/

25http://www.visualdataweb.de/webvowl/
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Figure 6.4: WebVOWL visualization of only Class axioms of ontology automatically
generated for the XSD schema ‘IFC4 ADD2 TC1’ using the EPIXCO framework, right
image shows top right cluster of classes of left image.

6.3.2 Quantitative Evaluation

To provide the statistical details of generated owl models of selected schemas, ground

truth presented in Table 6.5 for their OWL axioms is evaluated with resulting axioms of

generated OWL models by EPIXCO, presented in Table 6.7. It applies similar filtration

applied for the duplicate occurrence of axioms to establish correct axioms count. The

accuracy of selected axioms generated in OWL models by EPIXCO methodology is cal-

culated using Equation 6.1 and presented in Table 6.8. The accuracy of IFC schemas

(except IFCGeometries) at this point for Datatype and ObjectProperty are below 0.65

on average, with 1 being highest. The reason being not all XSD constructs participated
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Schema Class Datatype DatatypeProperty ObjectProperty

Example 2 1 3 -
cityGMLBase 16 12 11 13
building 47 20 24 47
bridge 50 21 24 45
IFCGeometries 21 6 12 20
IFC2x3 TC1 1190 164 558 520
IFC4 ADD1 1087 211 526 482
IFC4 ADD2 TC1 1100 212 528 493

Table 6.7: OWL axioms generated by proposed method for the OWL models of selected
XML schemas.

in determining the ground truth are transformed. Since the current implementation of

the EPIXCO prototype implements 30 transformation patterns, and if the components

of input XSD constructs are not in respective 30 patterns, then filtered ground truth is

considered to reevaluate the accuracy of axioms, the accuracy results are highly improved.

They are presented in Table 6.9 illustrating the completeness factor of the framework that

the considered patterns provide enhanced transformation of axioms. Hence, the statisti-

cal results of accuracy show that OWL models generated from EPIXCO constitute the

maximum number of axioms for the XSD constructions with implemented transformation

patterns.

Schema Class Datatype DatatypeProperty ObjectProperty

Example 1 1 1 -
cityGMLBase 0.94 1 0.85 1
building 1 1 1 1
bridge 1 1 1 1
IFCGeometries 1 1 1 1
IFC2x3 TC1 0.86 0.59 0.85 0.76
IFC4 ADD1 0.95 0.62 0.99 0.68
IFC4 ADD2 TC1 0.95 0.62 0.99 0.69

Table 6.8: The accuracy of axioms (1 being highest) calculated using established ground
truth and axioms predicted by EPIXCO for all XSD elements.
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Schema Class Datatype DatatypeProperty ObjectProperty

Example 1 1 1 -
cityGMLBase 1 1 1 1
building 1 1 1 1
bridge 1 1 1 1
IFCGeometries 1 1 1 1
IFC2x3 TC1 0.86 1 1 1
IFC4 ADD1 1 1 0.99 1
IFC4 ADD2 TC1 1 1 0.99 1

Table 6.9: The revised accuracy of axioms recalculated by removing XSD components of
unimplemented patterns from ground truth.

6.3.3 Comparative Analysis

This section conducts the comparison of available and currently standardized ontol-

ogy models of IFC formats with generated ontology models of respective formats using

EPIXCO approach. The ontologies are compared with ontology metrics in the Table 6.10

of statistics reported by Protégé (Musen 2015) tool for quantitative evaluation of the

buildingSmart standard ontology for IFC4 ADD1 and IFC2x3 formats by Pauwels and

Terkaj (2016), and procedure herein proposed. The table shows that the axioms count

may be moderate in comparison with standard ontology (due to unimplemented trans-

formation patterns), their are noticeable key features in terms of DL expressivity, Data

Properties and SubObjectPropertyOf axioms. Pauwels and Terkaj (2016) utilizes full DL

expressivity, however, the library used for ontology graph in current implementation only

supports OWL 2-RL profile26 (subset of OWL2 DL) which is more efficient for SPARQL

queries. On contrary, more axioms count of Data Properties and SubObjectProper-

tyOf are attained with transformation patterns implemented in EPIXCO, as compared

26https://github.com/RDFLib/OWL-RL
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to ontology generated from EXPRESS based IFC schema. This is probably because

the standard ontology considers most properties as ObjectProperty while Janus patterns

specifies mapping of DatatypeProperty axioms for certain XSD constructions. Similarly,

CityGML ontology generated by Métral et al. (2013) provides incorrect mappings of

properties, e.g. creationDate is owl:DatatypeProperty as well as owl:ObjectProperty.

Nonetheless, the comparison provides promising results with motive of more transfor-

mation patterns implemented and better DL expressivity to attain exhaustive ontology

models with inference can be generated.

Metrics IFC4 ADD1 IFC2x3 IFC4 ADD1 IFC2x3
Axiom 20675 17782 10252 10336
Logical axiom count 13867 11790 5301 5449
Declaration axioms count 4062 3544 3443 3559
Class count 1313 1093 1192 1200
Object property count 1580 1422 1416 1985
Data property count 5 5 1373 1181
Individual count 1158 1018 0 0
Annotation Property count 13 13 4 3
DL expressivity SHIQ(D) SHIQ(D) ALN(D) ALN(D)
SubClassOf 5099 4344 1077 1360
EquivalentClasses 2 2 0 0
DisjointClasses 2429 1888 0 0
SubObjectPropertyOf 3 3 0 0
InverseObjectProperties 94 96 0 0
FunctionalObjectProperty 1442 1292 0 0
TransitiveObjectProperty 1 1 0 0
ObjectPropertyDomain 1576 1418 1416 1985
ObjectPropertyRange 1576 1418 1185 1500
FunctionalDataProperty 5 5 0 0
DataPropertyDomain 5 5 729 220
DataPropertyRange 5 5 686 220
ClassAssertion 1630 1313 0 0
AnnotationAssertion 2739 2441 1507 1328

Table 6.10: Comparison between Pauwels and Terkaj (2016) and EPIXCO ontologies

with statistics of retrieved from Protégé (Musen 2015) tool.
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6.3.4 Performance Measures

EXPICO framework generates the ontology for a given XSD schema in a single workflow.

The process is divided into three major phases, and the execution time for each phase is

presented in Figure 6.5. It shows that schema with lesser XSD constructs utilized more

time in ontology generation compared to other phases. For cityGMLBase.xsd, it is due

to the excessive documentation XSD elements and the formalization process takes more

time. The graph given in Figure 6.6 provides the performance comparison for the XSD

constructs to the total execution time, which shows the time complexity exponentially

correlates with a number of XSD constructions. The graph also shows that the execution

time of ‘IFC2x3 TC1’ is lesser than other IFC schemas even though the number of XSD

constructs is larger than others. The reason is ‘IFC2X3 TC1’ contains a large number

of enumeration components which collectively increases the XSD constructions count

0%

10%

20%

30%

40%

50%

60%

70%

80%

90%

100%

Example cityGMLBase building bridge IFCGeometries IFC2x3 TC1 IFC4_ADD1 IFC4 ADD2
TC1

Ontology Generation 0.021 0.129 0.312 0.342 0.08 5.406 5.122 5.151
Pattern Identification 0.001 0.019 0.0789 0.091 0.01 59.325 68.714 70.342
Formalization 0.0011 0.097 0.0051 0.00574 0.005 0.536 0.613 0.64

P
ro

ce
ss

 T
im

e 
D

iv
is

io
n

Seconds

Figure 6.5: Time distribution among three phases of EPIXCO framework for generating
ontology models of input XML schemas.
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Example cityGMLBase building bridge IFCGeometries IFC2x3 TC1 IFC4_ADD1
IFC4 ADD2

TC1
Total Constructs 13 144 278 303 106 9964 9731 9826
Time (seconds) 0.0231 0.246 0.396 0.439 0.09 65.267 74.449 76.133
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Figure 6.6: Graph comparison for the total processing time taken in ontology generation
with respect to number of XSD constructions.

but not the pattern identification process that which is 59 seconds as compared to 70

seconds for ‘IFC4 ADD2 TC1’. Therefore, the total execution time depends on a number

of XSD constructs and the structural complexity of these XSD constructions, potentially

affecting pattern identification time. The related works discussed do not have working

prototypes on which such experiments for evaluation can be done. Hence, this study is

unable to provide any comparative performance measures.

Regarding the complexity of the algorithms implemented in EPIXCO, it is always

exponential. They are invoked in a sequence with nested sub-algorithms and depend on

a number of XSD constructions. If n is the number of XSD constructs to be transformed,

then the complexity of algorithms can be done in the order of O(nk) where k is the

number of invoked sub-algorithm such that 1 ≤ k ≤ 5.

125



6.4 Discussion and Considerations

In this Chapter, the proposed research framework is implemented for automatic ontology

generation. However, defining an automatic process for such a dense task is a complex

task, let alone defining it for complete ontology development. Scrutinizing XSD con-

structions in a nested hierarchy of constructs to identify correct patterns is a challenging

task. Not all XSD constructions are transformed into OWL syntax as the current frame-

work of EPIXCO implements 30 patterns. Figure 6.7 shows the percentage of constructs

transformed that yields the ground truth accuracy provided in Table 6.8. In future, as

more patterns are implemented, more XSD constructs are transformed into enriched and

exhaustive ontology models.
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Figure 6.7: Distribution of XSD constructions processed by EPIXCO framework from
total constructs of input XML schema sets.

Janus and extended patterns in PIXCO define patterns on the well-established XSD

block of constructions. However, XSD schema exists in multiple styles that it becomes

almost impossible for every XSD constructs block to be defined, identified or imple-
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mented. For example, transformation pattern similar to #19 and #20 is required to be

defined for inline complexType instead of only simpleType. Similarly, for pattern #37,

if construction with maxOccurs attribute contains "unbounded" as attribute value, then

occurrence needs to redefined for OWL model with possibly owl:minCardinality="1",

if no minOccurs attribute is present. On contrary, few patterns like #29 are never used,

which is a similar pattern to #17 and #22. External schema entities are associated using

pattern #24 and identified as ObjectProperty.

6.5 Overall Analysis and Conclusion

Throughout this Chapter, a detailed view of the most exciting parts of the implementa-

tion of this dissertation is presented. It includes the XSD components of eight schemas

introduced in Chapter 3 are tailored in mathematical model presentation described in

Chapter 5, along with transformation patterns formalization in FCA context that is used

overall in pattern identification algorithms, and further generating the ontology models.

It presents the experimental results to validate the thesis and to present the outcome by

the EPIXCO framework. This last section of this Chapter also highlights some funda-

mental level issues with defining the automatic ontology development process, detailing

our approach and solutions.

The implementation of this research work has been more complex than expected

initially as ontology development is an evolving process. Since there is no direct validation

available, manual efforts are required to validate the processing of XSD fragments to
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OWL transformation, which later requires another pass for complete model generation.

Overall, to define a completely automated process, laborious work is required to match

the outcome as of the correspondence rules first and then proceed with the next step

to iterates and repeat the process for all outcomes. Furthermore, some transformation

patterns defined are not accurate and leave misconceptions as presented in Section 5.3 of

Chapter 5, which further complicates the process. Despite these numerous problems in

developing the procedure (with around 3000 lines of Python code), the framework could

prove its initial statement.

Transforming XSD schema structures with different design styles is a complex pro-

cess. Generating ontology with correct and complete semantics for large and strongly

coupled XSD components becomes challenging and easy to maintain. The framework

provided in-memory models of scalable, improvable information and evolved to output

a more rich ontology model. The output correctness is evaluated in Section 6.3 using

custom-defined ground truth, and although errors might be discovered, the results are

presented with details to be observed to help with verification. Since the automation

of ontology generation is an evolving process and requires great on-going effort, the last

section discusses strengths about the framework, considerations made during the imple-

mentation and limitations that can guide future work. Therefore, based on these reasons,

the system achieves the primary objective of this research to transform proper knowledge

from XML schema into an ontology.
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Chapter 7

Conclusion and Perspectives

7.1 Conclusion and Main Contributions

Over the past decade, the Semantic Web has shown the vision of ontology for integration

systems with numerous potential applications. With the availability of various software

tools (like Protégé (Musen 2015)) and methodologies (Hacherouf et al. 2015) for building

ontologies, and different alignment techniques for mapping (merging) ontologies (like S-

Match (Giunchiglia et al. 2012), GMO (Hu et al. 2005), COMA (Do and Rahm 2002)),

researchers have carried out semantic web-based solutions for bringing together hetero-

geneous information of BIM and GIS technologies (Hor et al. 2018, Zhao et al. 2019).

Nevertheless, as shown in Chapter 2 and 3, these solutions, as well as their ontology

development techniques, mainly involves human intervention or are either assisted by

semi-automatic approaches.

Limitations of these integration techniques in their adaption to general applications,

among other reasons, mainly are: (i) the ontology building techniques are mostly laborious
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task, that are not adaptive to evolve and integrate other ontologies (ii) the complexity

of automatically aligning ontologies, a complex task which is computationally expensive

for significant information sources; (iii) the unavailability of readily tools to evaluate and

validate based on background knowledge for built ontologies and their alignment.

This research contributes to the automatic transformation of XML schema into RD-

F/OWL with a system implemented that notably improves the complex transforma-

tions. The system follows the guidelines of Janus and PIXCO prototypes to implement

transformation patterns to the best of its ability to provide maximum transformation.

Furthermore, the system is extensive to augment more XSD components, enhanced cor-

respondence rules, and improve produced OWL representations. One of the fundamental

challenges addressed in this research is providing a solution that extracts information

from different sources and favourably attempts to generate ontology for the respective

source.

This research presented a preparatory framework in Section 5.1 which defines the

broad approach incorporating the integration of BIM and GIS data with IoT sensors

information by the transformation of XML-based IFC and CityGML data into an inte-

grated RDF graph further linked with IoT. The preparatory conceptual approach presents

a comprehensive framework divided into three-modules of ontology generation, ontology

alignment and semantic graph generation. The first module of ontology generation im-

plements a formal process that utilizes a patterns-based transformation approach for

ifcXML and CityGML schema documents to generate their respective ontology models.
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As the second module, the ontology alignment introduces a sub-framework that exploits

semantic-based and structure-based alignment algorithms to find similarities among the

entities of ontology models from the previous module to produce cross-domain ontology.

Lastly, the cross-domain ontology is associated with data from IFC-XML and CityGML

documents to construct an integrated RDF graph in the third module of semantic graph

generation. Overall, the preparatory framework exploits semantic web technologies to

present heterogeneous data formats into a common data model (i.e. RDF graph) and

emphasizes that in order to construct a common data model, a thorough approach to

generate ontology models is required.

In this dissertation, the first module of the preparatory framework is focused on a con-

temporary objective. It distinctively manifests a formal approach for the transformation

of XML schema documents into OWL models. The research implements the EPIXCO

(Enhanced Patterns Identification for XSD Conversion to OWL) framework as an en-

hanced approach of PIXCO (Hacherouf et al. 2019) implementation utilizing Janus (Be-

dini et al. 2011) patterns generalized method for XSD schema to OWL transformation.

However, in this study, the focused XSD documents are ifcXML and CityGML schema

of BIM and CityGML domains, respectively. The detailed 43 transformation patterns

provide a foundation to correspondence rules of XSD to OWL transformation, and 30

of these patterns are implemented in this research. The EPIXCO framework is divided

into three major phases: formalization of XML schema and transformation patterns, pat-

terns identification and filtration, and ontology generation. The complete framework is
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presented in Chapter 5, and implementation with its results are evaluated in Chapter 6,

which shows promising contribution in the domain of building ontologies.

The contemporary framework of this dissertation has also published a preliminary

study Usmani et al. (2020), and here in research implemented its enhanced version. The

contribution of this dissertation also investigates the interoperability of BIM and GIS by

participating in GeoBIM Benchmark (Noardo et al. 2020a) which depicts that off-the-

shelf tools and preparatory software still lacks full support towards complicated BIM and

GIS formats and their bidirectional conversions.

7.2 Research Challenges and Limitations

Using semantic web technology stack in ontology building techniques and using align-

ment techniques to achieve integrated solutions is one of the most exciting research areas.

However, since semantic web technologies are still developing and maturing, it is of-

ten time-consuming to find efficient ways of using these technologies. The implemented

framework has limitations in the evaluation and complete expression of semantics, as

the approaches discussed in the related works do not have prototypes with readily avail-

able tools on which such experiments for evaluation could be done. For the available

techniques, it is a time-consuming process to be deployed and further requires manual

adjustments according to use case or applications. Therefore, this study cannot give

any standard comparative analysis and performance measure between our approach and

others.
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A number of open issues can be listed in the implementation of this framework. Gen-

erally, the expressive power of OWL is more compared to XML semantics. However, the

OWL has no direct representation for XSD components like xs:list, xs:minLength

and xs:maxLength, as for some constructs like list. Instead, a workaround for using

LIST ontologies is available for mapping. The ontology models generated for anonymous

declared XSD elements or attributes are not fully connected because of missing domain

or range restriction axioms for object and datatype properties. Currently, EPIXCO

implements a subset of total Janus and PIXCO patterns, whereas all 43 patterns imple-

mentation will create more semantic rich ontology models. Inverse associations of OWL

are also not dealt with in this version of EPIXCO, which provides more inference to the

data semantics. Nonetheless, the ontology design is a creative and evolving process, and

there is no single correct ontology for a domain Noy and McGuinness (2001). However,

the quality of designed ontology can be assessed using it in applications for which it is

designed.

Furthermore, GML is an XML grammar, and XML has become a de-facto standard

for information exchange and is incredibly inefficient for network, processor and storage

performance. Because RDF graphs contain more semantics of information represented

in the source, converting XML-based information to RDF produces enormous output,

making a single output file that is not best for query and data retrieval. Therefore,

the semantic-based system requires enhancements in dealing with significant informa-

tion sources. Lastly, there are very few globally agreed ontologies for construction do-
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main Karan and Irizarry (2015); therefore, multi-disciplinary researchers develop their

ontologies, limiting the effective transfer of information.

7.3 Perspectives and Future Works

The integration of BIM and GIS has come a long way, where innovative methods have

been adapted to bridge the gap between two fundamentally distinct domains. The IoT

information integration with BIM and GIS data has gain leading interest for Smarty City

applications like Digital Twin and evolving towards Smart Data. Accordingly, the sec-

ond and third module of preparatory framework proposes semantic web technologies as

a promising approach on open-standard data-formats to achieve interoperability among

BIM, GIS and IoT. In this study, the extension of this research is also presented with

established framework modules highlight the comprehensive process that can utilize ex-

haustive ontology models generated from the EXPICO framework. The second module

of preparatory framework presents how to obtain cross-domain ontology models and the

third module reflects semantics graphs with integrated information. Henceforth, in the

future, with the complete implementation of the proposed primary framework, a densely

integrated data system as Smart Data can be provided that provides machine-readable

information.

Another time, it is to emphasize that this research work targeted as much automation

as possible, the reason why the focus of the most generic and relevant way to extract

knowledge from different XSD documents was designed to generate ontology models that
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can be extended and integrated with future frameworks. The findings of this research are

shared, and essential optimization strategies on the proposed method can be applied for

efficient and effective systems. The notion to represent data from BIM, GIS and IoT in

a semantic web technology stack with minimal human intervention elevates information

integration and exchange. Generating ontology models of geospatial data and automat-

ically interlinking their cross-domain entities with defined specifications will create the

semantic process efficient, extensible, and flexible towards achieving interoperability. As

more research is devoted to this area, the future of BIM and GIS integration by semantic

web technologies is promising. Integrated information of BIM and GIS will nourish fur-

ther research in knowledge-discovery and smart city applications. Incorporating IoT with

integrated geospatial information will provide a digital environment, a space for extensive

analysis, planning and better decision making, leading the urban innovation in lifestyle,

environment and mobility with smart data.
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Radim Bělohlávek. Introduction to Formal Concept Analysis. Department of Computer
Science, Faculty of Science, Palacký University, 2008.
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Klaus-Peter Fähnrich, and Wolfgang S. Wittig, editors, Marktplatz Internet: Von e-
Learning bis e-Payment, 13. Leipziger Informatik-Tage (LIT 2005), pages 147–156,
Bonn, 2005. Gesellschaft für Informatik e. V.

Zouhaier Brahmia, Fabio Grandi, and Rafik Bouaziz. Conversion of XML schema design
styles with StyleVolution. International Journal of Web Information Systems, 16(1):
23–64, 2019. ISSN 17440092. doi: 10.1108/IJWIS-05-2019-0022.

Tim Bray, Jean Paoli, C. M. Sperberg-McQueen, Eve Maler, and François Yergeau. Ex-
tensible Markup Language (XML) 1.0 (Fifth Edition) – W3C Recommendation 26
November 2008. https://www.w3.org/TR/2008/REC-xml-20081126/, 2012. (Last Ac-
cessed 1 February 2021).

Martin Breunig, Patrick Erik Bradley, Markus Jahn, Paul Kuper, Nima Mazroob, Norbert
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Mohamed El-Mekawy, Anders Östman b, and Ihab Hijazi c. An Evaluation of IFC-
CityGML Unidirectional Conversion. International Journal of Advanced Computer
Science and Applications, 3(5), 2012. doi: 10.14569/IJACSA.2012.030525.

Mohamed Farah, Hafedh Nefzi, and Imed Riadh Farah. A similarity-based framework
for the alignment of an ontology for remote sensing. Computers and Geosciences, 96:
202–207, 2016. ISSN 00983004. doi: 10.1016/j.cageo.2016.08.018.

Karim Farghaly, Henry Fonbeyin Abanda, Christos Vidalakis, and Graham Wood. Se-
mantic and syntactic interoperability of BIM and asset management data. Proceedings
of the 2019 European Conference on Computing in Construction, 1(2017):406–413,
2019. doi: 10.35490/ec3.2019.154.

Matthias Ferdinand, Christian Zirpins, and David Trastour. Lifting XML Schema to
OWL. In Nora Koch, Piero Fraternali, and Martin Wirsing, editors, Web Engineering,
pages 354–358, Berlin, Heidelberg, 2004. Springer Berlin Heidelberg. ISBN 978-3-540-
27834-4.

Richelle Fosu, Kamal Suprabhas, Zenith Rathore, and Clark Cory. Integration of Building
Information Modeling (BIM) and Geographic Information Systems (GIS) – a literature
review and future needs. Proc. of the 32nd CIB W78 Conference 2015, 27th-29th
October 2015, Eindhoven, The Netherlands, pages 196–204, 2015.

Shudi (Sandy) Gao, C. M. Sperberg-McQueen, and Henry S. Thompson. W3C XML
Schema Definition Language (XSD) 1.1 Part 1: Structures – W3C Recommendation
5 April 2012. https://www.w3.org/TR/2012/REC-xmlschema11-1-20120405/, 2012.
(Last Accessed 1 February 2021).

Qian Geng, Siyu Deng, Danping Jia, and Jian Jin. Cross-domain ontology construction
and alignment from online customer product reviews. Information Sciences, 531:47–67,
2020. ISSN 00200255. doi: 10.1016/j.ins.2020.03.058.

Raji Ghawi and Nadine Cullot. Building Ontologies from XML Data Sources. pages
480–484, 01 2009. doi: 10.1109/DEXA.2009.68.

Fausto Giunchiglia, Aliaksandr Autayeu, and Juan Pane. S-Match: An open source
framework for matching lightweight ontologies. Semantic Web, 3(3):307–317, 2012.
ISSN 15700844. doi: 10.3233/SW-2011-0036.
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Claudine Métral, Roland Billen, Af Cutting-Decelle, and Muriel Ruymbeke. Ontology-
based approaches for improving the interoperability between 3d urban models. Elec-
tronic Journal of Information Technology in Construction, 15:169–184, 02 2010.
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